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Abstract

As artificial intelligence (AI) evolves, it becomes an integral part of our daily lives. To

augment our effectiveness, human-machine symbiosis enables both humans and AI systems

to offer different yet complementary capabilities. However, one of the significant concerns in

human-machine symbiosis is the lack of human trust due to the potential ramifications, risks,

or even dangers caused by AI. The critical question here is no longer whether AI will have an

impact but by whom, how, where, and when this positive or negative impact will be felt. Trust

is a prerequisite for humans to develop, deploy and use AI. Without AI being demonstrably

worthy of trust, its uptake by humans might be hindered, hence undermining the realization

of AI’s vast economic and social benefits. This dissertation centers on building human trust in

AI approaches to sequential decision problems, i.e., trustworthy decision-making. Specifically,

there are three significant issues in current approaches.

(i.) The first issue regards robustness where the brittleness in the planning indicates its

inherent weaknesses. This identifies the potential risk that the AI system is unreliable and

may lead to a blind trust that an AI system stays prone to errors even with high performances.

To address the issue, I developed a framework to equip planning with the ability to learn so

that the representation used for planning can be improved through the learned experience.

Experimental results on benchmark domains demonstrate that the proposed approach can

adapt to the domain uncertainties and changes and improve reliability.

(ii.) The second issue regards interpretability where the learning behavior of deep

reinforcement learning based on black-box neural networks is nontransparent and hard to

explain and understand. This is identified as one of the main barriers to building human

trust in the outcomes produced by the AI system. I developed a framework to address the

issue by leveraging task decomposition and causal reasoning. Therefore, the task-level system
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behaviors can be interpreted in terms of causality — causal relations among different sub-

tasks. Experimental results on the challenging domain with high-dimensional sensory inputs

empirically validate the interpretability of sub-tasks, along with improved data efficiency

compared with state-of-the-art approaches.

(iii.) The third issue regards adaptive autonomy where the concern is to what degree of

autonomy should be granted to an AI system. Furthermore, keeping humans in a supervisory

role is key to striking a balance between machine-led and human-led decision-making. There-

fore, I developed a human-machine collaborative decision-making framework to empower

the machine agent to make decisions, with humans maintaining oversights. In addition, the

openness supported by this paradigm, i.e., the willingness to give and receive ideas, can also

increase human trust. Experiments with human evaluative feedback in different scenarios

also demonstrate the effectiveness of the proposed approach.
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Chapter 1

Introduction

As Artificial Intelligence (AI) systems are becoming an integral part of our daily lives,

it is in our smartphones providing touch/face recognition and other guiding assistance [36];

in our smart cars with self-parking features [130]; in navigation systems suggesting efficient

routes to destinations we search for [41]. It is also effective in automated customer support

applications [65], which help us find a particular product we want to buy, and in the finance

sector, such as detecting credit card fraud, measuring credit risk, and robo-advisory [56, 191].

In the education field, AI is also used to customize educational content and facilitate

communication between students and lecturers [174, 28]. Last but not least, healthcare

systems derive benefits by using AI technology for digital consultations and proper medication

management for patients [148, 108]. AI also enables physicians, healthcare providers, and

pharmaceutical experts to achieve better results in the health sciences such as advanced

diagnosis, personalized medicine, and drug design [9, 185].

AI systems can be purely software-based (e.g., voice assistants [36], image analysis

software [18], search engines [144]), or AI can be embedded in hardware devices (e.g.,

advanced robots [84, 27], autonomous cars [17]). The concept of AI is based on building

machines capable of thinking, acting, and learning like humans [93]. Formally, AI [177] is

defined as the systems that display intelligent behavior by (i) perceiving the environment

through some sensors, (ii) reasoning on what is perceived or processing the information

derived from this perceived data, (iii) deciding what the best action is, and then (iv) acting

accordingly through some actuators, in order to achieve specific goals (Figure 1.1).

Although AI holds great promise to empower us with knowledge and augment our

effectiveness [77], the question is no longer whether AI will have an impact, but “by whom,
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Figure 1.1: General concept of AI

how, where, and when this positive or negative impact will be felt” [46, 45]. Much of the

discussion around the topic of augmentation versus replacement [222] has centered around

mitigating concerns of massive loss of employment on account of the latter. However, the

current status of AI has its limitation in mimicking human problem solving [93], such as

abstract thinking and intuitive decision-making. For example, the inherent, inexplicable

perception from human intuition is intractable to simulate with AI [158]. Furthermore,

machines are mostly incapable of capturing the inner logic and subconscious patterns of

human intuition [77]. To achieve a mutually beneficial relationship between humans and

AI, the human-machine symbiosis [31, 214, 175, 53] is on the horizon with improving the

shortcomings and limitations of one another.

The vision of man-computer symbiosis was first introduced by Licklider [103]. From a

morphological perspective, human-machine symbiosis has extended Licklider’s man-computer

symbiosis in where the human and the machine offer different yet complementary capa-

bilities [214]. This symbiotic relationship benefits each other primarily from the fact that

“both parties become smarter over time” [77]. As shown in a recent study of cancer detec-

tion [212], an AI-only approach in the images of lymph node cells had a 7.5% error rate,
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and a pathologist/human-only approach had a 3.5% error rate. In contrast, an integrated

approach combining both AI and pathologists achieves an error rate of 0.5%. This leads to an

85% reduction in error rate and has demonstrated its advantage in this mutually beneficial

relationship.

Despite the tremendous benefits, one of the significant concerns in human-machine

symbiosis is the lack of human trust due to the ramifications, risks, or even dangers caused

by AI [97, 26]. Trust is a prerequisite for humans to develop, deploy and use AI [96, 138, 46].

Without AI being demonstrably worthy of trust, its uptake by humans might be hindered,

hence undermining the realization of AI’s vast economic and social benefits [46]. For

example, suppose neither physicians nor patients trust an AI-based system’s diagnoses

or treatment recommendations. In that case, it is unlikely that either of them will follow

the recommendations, even if the treatments may increase the patients’ well-being [132].

Similarly, if neither drivers nor the general public trust autonomous cars, they will never

replace common, manually steered cars, even if it is suggested that completely autonomous

traffic might reduce congestion or help avoid accidents [1].

1.1 Motivation

Trustworthy AI [155, 204, 26] promotes the idea that individuals, organizations, and

societies will only ever be able to achieve the full potential of AI if the human trust can be

established in its development, deployment, and use [155]. Inspired by trustworthy AI, the

primary focus of this thesis is to build human trust in AI approaches to sequential decision

problems [177].

Sequential decision problems [177] refer to decision-making tasks as well, such as schedul-

ing factory production [66], planning medical treatments [196], allocating investment port-

folios [188], routing data through communication networks [170], or playing expert-level

games [189]. Such tasks are usually complex and challenging so that the optimal solution for
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each task is generally unknown in advance [110]. Moreover, it’s hard for domain experts to

handcraft a reasonably good solution into the AI system.

To solve decision-making tasks, planning1 devises a plan of action to achieve the goal [52,

177], while reinforcement learning (RL) learns how to act and achieves the goal by interacting

with the task environment [200, 82]. They corresponds to different scenarios [110, 177] of

decision-making tasks. For example, a model of the environment often must be known in

planning to generate the plan based on this model. In RL, it’s unnecessary to assume this

model is available.

While planning and RL have been successful in solving decision-making tasks, there are

several significant issues below that could affect levels of trust from humans.

• Robustness : Robustness here refers to the reliability2 of an AI system [11, 100, 62] that

can adapt to the domain uncertainties and changes. However, in complex decision-

making tasks, it is rarely available for an AI system to access complete information

about the model. Therefore, the prior, imprecise knowledge about the model can

ultimately lead to the brittleness in the planning [100, 120, 143], indicating its inherent

weaknesses. More importantly, this identifies the potential risk that the AI system is

not reliable enough and may lead to a blind trust that an AI system stays prone to

errors even with high performances.

• Interpretability : Although deep RL methods have achieved much success on challenging

problems, i.e., robot control [186, 106, 101] and games [142, 190], they have limited

capability in explaining the outcome of a decision. This is mainly because the logic

behind a decision is automatically inferred from data and embedded in complex mathe-

matical structures that are pretty opaque for humans. As a result, the lack of explicit

rules or logical mechanisms yields non-transparency and makes it hard for humans to

understand. Interpretability aims at describing the internals of a system in a way that
1Here, it mainly refers to automated planning or classical AI planning.
2The reliability related to the classical software vulnerabilities that are inherent to any piece of software,

and will not be discussed in this thesis.
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is understandable to humans [39, 40, 2, 109, 149]. Therefore, lack of interpretability is

identified as one of the main barriers to gaining human trust in the outcomes produced

by the AI system.

• Adaptive Autonomy : Beyond the automation powered by AI, one of the major concerns

is to what degree AI systems should be granted autonomy [125, 150, 45, 204], such

as taking advantage of its own computing power or remaining subordinate to human

scrutiny and supervision. Furthermore, keeping a human as a supervisory role in the

decision-making process is of great importance to strike a balance between machine-led

and human-led decision-making. This also aligns with the openness in the AI system,

i.e., the willingness to give and receive ideas, which can increase human trust.

These observations in the existing decision-making approaches ultimately motivate

research into trustworthy decision-making in human-machine symbiosis where the main scope

is to improve the trustworthiness from the dimensions of robustness, interpretability, and

adaptive autonomy.

1.2 Contributions

In addressing the issues mentioned above, this dissertation yields the core contributions

as follows:

• Robustness : In Chapter 3, this dissertation introduces the Planning–Execution–Observation–

Reinforcement-Learning (PEORL) framework where the planning is used to guide the

agent’s task execution and learning, and the learned experience, in turn, is fed back to

enrich symbolic knowledge and improve planning. Empirical results for implementing

the PEORL framework in benchmark domains are presented, demonstrating its ability

to adapt to the domain uncertainties and changes and ensure a certain performance

level.
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• Interpretability : In Chapter 4, this dissertation introduces the Symbolic Deep Rein-

forcement Learning (SDRL) framework by leveraging task decomposition and causal

reasoning. The SDRL framework features a planner – controller – meta-controller

architecture, which takes charge of sub-task scheduling, data-driven sub-task learning,

and sub-task evaluation, respectively. Theoretical proofs are provided to guarantee

the optimality of the symbolic plan when the learning is converged. Experimental

results on challenging problems empirically show that the task-level system behaviors

are interpreted by the causal relations among different sub-tasks.

• Adaptive Autonomy : In Chapter 5, this dissertation introduces the framework of Planner–

Actor–Critic for Human-Machine Collaborative Decision-Making (PACMAN) where

the agent utilizes symbolic knowledge to plan for goal-directed actions and integrates

the actor-critic reinforcement learning algorithm to fine-tune its behavior towards

environmental rewards and human feedback. This enables PACMAN to take advantage

of both the intuition and experience of a human and the computing capabilities of a

machine. In addition, the openness supported by this paradigm, i.e., the willingness to

give and receive ideas, can also build human trust. Experiments with human evaluative

feedback in different scenarios present the effectiveness of the proposed approach.

1.3 Outlines

The remainder of this dissertation is structured as follows:

• Chapter 2 provides background information that is relevant to all subsequent chapters,

such as human-machine symbiosis, trustworthy AI, sequential decision-making, RL, and

symbolic planning. Besides, this chapter also reviews work related to the overarching

concept of trust, robustness, interpretability, and adaptive autonomy in trustworthy

AI research. Readers who are already comfortable with these topics may wish to skim

these sections and use them for reference as needed.
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• Chapters 3, 4, 5 constitute the core technical chapters of the dissertation. An under-

standing of Chapter 2 is the foundation for reading Chapters 3, 4, 5. These three

chapters can however be read independently of each other. Chapter 3 focuses on the brit-

tleness in the decision-making process in a dynamic environment with uncertainties and

proposes the PEORL framework to achieve robust decision-making. Chapter 4 presents

and proposes the SDRL framework to gain interpretability in sequential decision-making

and create insights into how and why a particular decision has been made. Chapter 5

focuses on human-machine collaborative decision-making and proposes the PACMAN

framework to achieve adaptive autonomy.

• Chapter 6 concludes with a summary of contributions and future perspectives on

associated fields of research.
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Chapter 2

Background and Literature Review

This chapter provides a necessarily brief overview of human-machine symbiosis (Sec-

tion 2.1), trustworthy AI (Section 2.2), sequential decision-making (Section 2.3), reinforcement

learning (Section 2.4), and symbolic planning (Section 2.5). Besides, this chapter also outlines

existing research that is related to robustness, interpretability, and adaptive autonomy in

Section 2.2.

2.1 Human-Machine Symbiosis

Symbiosis is often referred to mutualism [167], a symbiotic relationship in which both

actors benefit as partners. Botanist Anton D. Bary introduced “symbiosis” in 1879 to describe

any coexistence of different organisms [34]. Since then, symbiosis has been adopted by other

sciences [103, 127], and Licklider [103] was the first to extend the term to non-biological

artifacts and proposed “man-computer symbiosis”. Symbiosis is no longer restricted to

organisms but has been extended to non-living entities, including machines [21, 25].

From a morphological perspective, human-machine symbiosis [31, 175, 53] further devel-

ops Licklider’s vision of a man-computer symbiosis. “Machine” in the term of human-machine

symbiosis is a general definition of an AI system constructed to perform a task. It includes

not only software-based systems but also the systems embedded in hardware devices. Other

notions, such as human-machine collaboration [24] and human-machine teaming [211], have a

similar meaning as human-machine symbiosis, which can also be described as the coexistence

of the human and machine for mutual benefit.

At a high level, the primary goal of human-machine symbiosis is to create an effective

system that requires that humans and machines are not considered individually but rather as a
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unit in the form of a system [76]. By combining the strengths of both actors, Human-Machine

Symbiosis can achieve what was previously unattainable for the individual [38, 77]. This

effectiveness stems further from the fact both humans and machines are optimized as a whole

towards a common goal [159]. Cooperation is the focus of an effective system, aimed at

optimally bundling all capabilities [179] in order to implement a perfect, dynamic division of

tasks [159, 77]. Overcoming human restrictions is another focus where machines can improve

and expand human capabilities [43, 128, 77].

There is few work about limitations in the current human-machine symbiosis. Never-

theless, understanding limitations is indispensable, as they determine the cases in which

human-machine symbiosis cannot be achieved or is not the optimal solution. The most

frequently cited cause of failure in human-machine symbiosis is a lack of trust in the machine.

It must, therefore, be an aim for the human to understand the machine’s behavior so that

trust can be established [197, 171]. A person can trust the machine only if that person knows

how the machine works and arrives at its results [77]. Human-machine symbiosis also holds

other potential risks because of its requirement for reliability and openness.

2.2 Trustworthy AI

AI brings forth many opportunities to contribute to the well-being of individuals and the

advancement of economies and societies, but also a variety of novel ethical, legal, social, and

technological challenges [46, 45]. In response to the growing awareness of the challenges that

AI induces, we have seen multiple calls for beneficial AI [154], responsible AI [47, 35, 217], or

ethical AI [46, 113] during the last few years. Irrespective of the exact terminology, all of

these calls refer to essentially the same objectives, namely, the advancement of AI such that

its benefits are maximized while its risks and dangers are mitigated or prevented.

Trustworthy AI (TAI) [155, 204, 26] is based on the idea that trust builds the foundation

of societies, economies, and sustainable development, and that individuals, organizations,

and societies will therefore only ever be able to realize the full potential of AI if trust can
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be established in its development, deployment, and use. Trust in AI systems is intrinsically

linked to ethics, including the ethics of algorithms, the ethics of data, or the ethics of

practice [115, 92]. Prevalent research on TAI is scattered across different disciplines, including

psychology, sociology, economics, management, computer science, and information systems.

Considering that trust, in general, is a complex phenomenon, it has sparked many scholarly

debates with knowledge from technical or non-technical perspectives in order to realize TAI.

In the following, the concepts or terms about trust, AI ethics, robustness, interpretability,

and adaptive autonomy related to the realization of TAI are introduced.

Trust Trust has been approached across different disciplines [46]. In its basic notion, trust is

commonly defined as an individual’s willingness to depend on another party [133]. Moreover,

trust develops over time as trust relationships evolve, starting with initial trust where an

individual has no prior experience with the other party, which then further develops to

knowledge-based trust, where the individual knows the other party well enough to predict the

party’s behavior in a situation [102, 138, 162]. As a result, there is no commonly accepted

definition of trust [94, 193] but rather a need for contextualized trust conceptualizations [78].

Trust plays a particularly important role, especially in which uncertainty prevails, or

undesirable outcomes are possible [138]. Specific “trust in people” and “trust in technology”

differ in terms of the nature of the object of dependence and important trusting beliefs.

Interpersonal trusting beliefs reflect judgments that the other party has suitable attributes

and motives for performing as expected in a risky situation [133]. In contrast, technology-

related trust necessarily reflects beliefs about a technology’s characteristics rather than its

motives [138]. Existing research has commonly agreed that individuals express expectations

about a person’s competence, benevolence, and integrity [139]. In contrast, individuals’

trust in technology commonly concerns the technology’s functionality, its helpfulness, and its

reliability [138, 203].
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While there are different types of trust applicable and relevant in the context of AI, in

this thesis, the focus is the trust in persons and technology and their respective trusting

beliefs. In particular, the contextualization of specific trust in AI systems is based on the

unique characteristics of AI, namely, its human-like and autonomous behavior. AI systems’

autonomous and intelligence-based capabilities allow them to have a great degree of self-

governance, which enables them to respond to situations that were not pre-programmed or

explicitly anticipated during their development and to make independent decisions and action

selection with little or no control by their users [157]. In general, autonomous systems are

generative and learn, evolve, and permanently change their functional capacities as a result

of the input of operational and contextual information [63]. AI systems’ actions necessarily

become more indeterminate across time and are thus more challenging to predict [63], making

trust interactions between humans and AI systems more complex and difficult to understand.

Related research has shown that the trust perceived by its human user in a technology,

differs from classical interpersonal trust [94]. Therefore, the concept of trust in technology is

revised to account for automation technology and autonomous systems [96]. In particular,

trust in automated and autonomous systems takes another perspective and has developed

three trusting beliefs: performance, process, and purpose [96]. Performance thereby refers to

an automated system’s current and historical operation and includes characteristics such as

reliability, predictability, and ability. Process relates to the degree to which an automated

system’s algorithms are appropriate for the situation and can achieve the human user’s goals.

Finally, purpose refers to the degree to which an automated system is being used within the

realm of the designer’s intent.

AI Ethics Ethics as a field of study focuses on questions like “what is a good” action, “what

is right”. AI Ethics is a sub-field of applied ethics and technology and focuses on the ethical

issues raised by AI’s design, development, implementation, and use. It concerns itself with
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issues of diversity and inclusion with regards to training data and the ends to which AI serves

as well as issues of distributive justice who will benefit from AI and who will not [155].

In the recent past, different researchers, institutions, and policymakers have developed

a set of ethical principles to guide the realization of TAI. For example, “Asilomar AI Prin-

ciples” [154] describes 23 principles for beneficial AI; “Montreal Declaration” [35] provides

principles and recommendations for responsible AI; “UK AI Code” [113] defines 5 principles

for an ethical AI; “EU TAI Guidelines” [155] defines 4 principles and 7 key requirements

for achieving TAI; “OECD Principles on AI” [153] provides 5 principles for the responsible

stewardship of TAI; “Governance Principles for the New Generation AI” [47] provides 8

principles for responsible AI; “White House AI Principles” [208] defines 10 principles for

achieving TAI.

Furthermore, comparisons have been drawn among those AI Ethics initiatives. A recent

review [61] found that many of them have converged on a set of principles: beneficence,

non-maleficence, autonomy, justice, and explicability [46, 45]. Specifically, beneficence refers

to that the development, deployment, and use of AI should be beneficial to humanity, promote

the well-being of humans, and respect human rights. Non-maleficence primarily concerns the

protection of people’s privacy and security, as well as their safety. Autonomy in the context

of AI means striking a balance between human-led and machine-led decision-making. Justice

still has other meanings, especially in the sense of fairness, variously relating to the use of

AI to correct past wrongs, such as eliminating unfair discrimination, promoting diversity,

and preventing the rise of new threats to justice. Explicability comprises an epistemological

sense as well as an ethical sense. In its epistemological sense, explicability entails the creation

of explainable AI by producing an interpretable AI system while maintaining high levels

of performance and accuracy. In its ethical sense, explicability comprises the creation of

accountable AI.
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Robustness AI plays a crucial part in systems for decision-making and autonomous process.

A major concern comes from the various and serious vulnerabilities in AI systems [62]. These

vulnerabilities could strongly impact the robustness of current systems, leading them into

uncontrolled behaviour [11, 100, 62]. However, the characteristic of those vulnerabilities is

still largely little known. A distinction is made here between two signs indicating that an AI

system is not reliable: (i) poor performances: the AI system cannot perform well in the task

in conditions that are considered as normal for humans; (ii) vulnerabilities: the AI system

performs well but has vulnerabilities that may lead to malfunctions that may appear either

naturally in the course of the execution of the program, or be intentionally provoked by an

adversary with malicious intentions.

Typical vulnerabilities intrinsically linked to AI systems [23, 71], include the following

ones: (i) data poisoning that consists in deliberately introducing false data at the training

stage of the model [16]; (ii) crafting of adversarial examples that consists in using input data

to the trained machine learning model, which are deliberately designed to be misclassified [202,

71, 57]; (iii) model flaws that consist in taking advantage of the inherent weaknesses of the

mathematical procedures involved in the learning process of the model [5].

In this thesis, the vulnerability in sequential decision-making mainly results from the

aforementioned “model flaws”. This can ultimately be attributed to imperfections in the

model of the environment: relevant details overlooked, dynamics incorrectly represented, or

assumptions violated [100, 120, 143]. In this context, a robust decision is a decision that is

as much as possible insensitive to a large degree of domain uncertainty and ensures certain

performance across multiple plausible futures.

Interpretability The advent of widespread use of AI, especially deep neural network

techniques, has clearly induced discussions about the need for more interpretable AI models.

This topic, however, is not novel: Early AI research on expert systems has already raised

questions about AI explainability [146]. Nonetheless, discussions about explainable AI have

13



significantly broadened: from a growing literature of technical work on interpretable models

and explainable AI [60, 176], to an ongoing discussion about the precise meaning and definition

of explainability and interpretability [40, 109, 149], to more procedural questions about the

evaluation of existing frameworks [39] or even to input from social science about the meaning

of explanation [140].

The field of explainable AI aims to create insight into how and why AI models produce

predictions while maintaining high predictive performance levels. Previous research on

explainable AI includes work on formal definitions [39, 109], development of explainable AI

techniques [60], and evaluation methods [145].

In most cases, interpretability is often loosely defined as a variant of how well a human

could understand the decisions of an autonomous system [140, 39, 2]. Some use explainability

and interpretability synonymously [140]. However, interpretability is considered as a property

related to an explanation, and explainability is a broader concept referring to all actions to

explain. For example, the interpretability of an explanation captures how understandable an

explanation is for humans, while the explainability requires that an explanation should not

only be understandable to humans but also accurately describe the model behavior.

There are two approaches generally considered in interpretable AI, depending on the

nature of the AI model. The first one is post-hoc interpretability, which aims at extracting

explanations from the black-box AI model that are not inherently interpretable. Besides, the

post-hoc interpretability can provide insights without knowing how the AI model actually

works. The second one is the intrinsically interpretable models, which are fully or partially

designed to provide reliable and easy-to-understand explanations of the prediction they output

from the start [87]. However, designing intrinsically interpretable models is part of a larger

discussion, in which it is debated whether a trade-off exists in AI model design between

interpretability and accuracy [87, 209].
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Adaptive Autonomy With the trend of building more intelligence into systems, the

autonomous system is in widespread use [205]. Typically, an autonomous system is a closed

loop of sense–think–act [177, 7] (e.g., Figure 1.1), where it receives information from its

environment through sensors (as sense), processes the information derived from these data

(as think), and performs an action (as act) accordingly on its own.

Autonomy usually refers to the capability of a machine to perform a task, or part

of it, with no—or substantially reduced—human intervention [205, 150]. Research on AI

autonomy is diverse and involves, for example, the autonomy of robots [152], human-robot

interactions [58], or the coordination of several autonomous agents [219].

The degree of autonomy is determined based on the autonomous systems’ relationship

to the human supervisor [150, 7]. The system can be fully autonomous if there is no human

intervention. Besides, autonomy can be categorized into two broad classes: (i) human-in-

the-loop, where an autonomous system provides information to humans in order for them to

make a decision; (ii) human-on-the-loop, where a human supervises an autonomous system

making a decision.

In the context of TAI, the major concern regarding autonomy is how to promote human

autonomy, agency, and oversight, especially striking a balance between human-led and

machine-led decision-making. As such, a common refrain is that keeping a human as either

an active participant (“in-the-loop”) or a supervisory role (“on-the-loop”) to supervise AI. In

addition, autonomy aligns with openness, a sub-dimension of the process belief of automation

technologies [96], which refers to the willingness to give and receive ideas, which will increase

trust in another party [141, 183]. There are some studies on trust in autonomous systems such

as autonomous vehicles [181, 194], as well as research on adjustable autonomy, which refers

to agents dynamically changing their autonomy and transferring it to other entities [147].
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2.3 Sequential Decision-Making

Before laying the groundwork for a formal model of sequential decision-making tasks, it’s

necessary to examine the agents, environments, the behavior it exhibits, and the problems it

might face.

2.3.1 Basics of Agents, Environment, and Behavior

The concept of a rational agent is identified as central to AI [110]. An agent is anything

that can be viewed as perceiving its environment through sensors and acting upon that

environment through actuators [177]. In this context, an agent is simply the system responsible

for interacting with the real world (or task environment) and making decisions, which can be

embodied as a software-based system or embedded in hardware devices.

Roughly, the environment is anything external to the agent and can be categorized in

terms of different dimensions. By following the definitions in [177], there are some examples

listed below where the environments are mentioned in this thesis. For example, if the next

state of the environment is completely determined by the current state and the action

executed by the agent, then this is a deterministic environment; otherwise, it is a stochastic

environment. Regarding the discrete or continuous environment, it depends on whether the

state of the environment and the agent’s action are discrete or continuous. Besides, the

environment can be either fully observable or partially observable. If an agent’s sensors give

it access to the complete state of the environment at each point of time, then it is a fully

observable environment; otherwise, it is a partially observable environment. The environment

can also be known or unknown: if the agent’s state of knowledge about the environmental

dynamics is given, then this is a known environment; otherwise, it is an unknown one.

When an agent is placed down in an environment, it generates a sequence of actions

according to the percepts it receives [177, 110]. This sequence of actions causes the environment

to go through a sequence of states. Mathematically speaking, an agent’s behavior can be

described as a function that maps any given percept sequence to an action. If the action
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sequence is desirable, then the agent has performed well. This notion of desirability is

captured by a performance measure that evaluates any given sequence of environment states.

In the context of solving sequential decision problems, the agent does not make the

decision without receiving any percepts from the world, nor does it make just a single decision.

A more typical scenario is that the agent receives the percepts, decides on and carries out

an action, receives the percepts again in the resulting world. This could be repeated until

the problem is solved. Therefore, sequential decision-making (i) calls for a series of decisions

where for each decision it should be considered what actions are available to the agent; (ii)

considers the effects of the actions and what is the desirability of these effects.

2.3.2 Markov Decision Process

To formally model the sequential decision problem, the simple case of sequential decision-

making is introduced first. Furthermore, the interaction between the agent and the environ-

ment can be modeled as a Markov Decision Process (MDP) [169]. An MDP is often defined

as a tuple of (S,A, , P a
ss′ , r, γ), where S denotes a finite set of states, A denotes a finite set of

actions, the transition kernel P a
ss′ specifies the probability of transition from state s ∈ S to

state s′ ∈ S by taking action a ∈ A, r(s, a) : S ×A → R is the reward function bounded by

rmax, and 0 ≤ γ < 1 is a discount factor.

The above MDP formulation is abstract and flexible that is able to adapt to different

sequential decision problems in the real world [110, 200]. For example, the time steps need

not refer to fixed intervals of real-time; they can refer to arbitrary successive stages of

decision-making and acting as well. With adapting to different scenarios, the actions in MDP

can be controlling the voltages applied to the motors of a robot arm or the decisions whether

or not to have lunch or to go to graduate school. Similarly, the states can take a wide variety

of forms. They can be completely determined by the direct sensor readings, or they can be

more abstract, such as symbolic descriptions of objects in a room. In general, actions can be
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any decisions we want to learn how to make, and states can be anything we can know that

might be useful in making them.

2.3.3 Policies, Value Functions and Acting Optimally

The next question is, what does a solution to the sequential decision problem look like?

Consider the ideal conditions, and the environment is assumed to be fully observable, so the

agent always knows the current state; be discrete, so at any given state there are only finite

actions to choose from; be known, so the agent knows which states are reached by taking

actions; be deterministic, so each action has exactly one outcome. Under these assumptions,

the solution would be a plan, which is a fixed sequence of actions.

When the environment is either partially observable or non-deterministic, the future

percepts cannot be determined in advance, and the agent’s future actions will depend on

those future percepts. So the solution to a problem is not a fixed sequence but a conditional

plan that specifies what to do depending on what percepts are received. An extreme form of

conditional plan is a stationary policy, sometimes called a “universal plan” [184]. This type

of policy has no fixed action sequence; instead, the agent specifies what the agent should do

for any state that the agent might reach. Stationary policies is important especially in highly

unpredictable environments for sequential decision making, therefore, “policy” is often used

as an abbreviation for “stationary policy”, denoted by π(s) : S → A for a deterministic policy,

or by π(a|s) : S ×A → [0, 1] for a stochastic policy.

In the MDP, it is essential to measure the performance of the agent. In general, we

seek to maximize the expected return. The return G is defined as a function of the reward

sequence as follows:

Gt =
T∑

k=t

γk−trk , (2.1)

where t is the time step and T is the length of time horizon.
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Having decided that the utility of a given state sequence is the sum of discounted rewards

obtained during the sequence, such as Eq. (2.1), the policies can be evaluated by comparing

the expected utilities obtained when executing them. Formally, a policy is a mapping from

states to probabilities of selecting each possible action. If the agent is following policy π at

time t, then π(at|st) is the probability of taking action at at state st. The value function of

a state s under a policy π, denoted V π(s), is the expected return when starting in s and

following π thereafter:

V π(s) = Eπ

[
Gt|s0 = s

]
= Eπ

[ ∞∑
t=0

γtrt|s0 = s
]
, (2.2)

where Eπ denotes the expected value of a random variable given that the agent follows policy

π, and t is the time step. Similarly, the value of taking action a in state s under a policy π,

denoted Qπ(s, a), is the expected return starting from s, taking the action a, and thereafter

following policy π:

Qπ(s, a) = Eπ

[
Gt|s0 = s, a0 = a

]
= Eπ

[ ∞∑
t=0

γtrt|s0 = s, a0 = a
]
. (2.3)

Qπ(s, a) is called the action-value function for policy π. The advantage function is defined as:

Aπ(s, a) = Qπ(s, a)− V π(s). (2.4)

This quantity describes how good the action a is, as compared to the expected return when

following the policy π.

Each time a given policy is executed starting from the initial state, the stochastic nature

of the environment may lead to a different environment history–a sequence of states. The

quality of a policy is therefore measured by the expected utility of the possible environment

histories generated by that policy [116]. An optimal policy is a policy that yields the highest
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expected utility. π∗ is used to denote an optimal policy:

π∗(s) = argmax
π

V π(s). (2.5)

Although there may be more than one, all the optimal policies can be denoted by π∗. They

share the same state-value function, called the optimal state-value function, denoted V ∗ ,

and defined as

V ∗(s) = max
π

V π(s). (2.6)

Optimal policies also share the same optimal action-value function, denoted Q∗, and defined

as

Q∗(s, a) = max
π

Qπ(s, a). (2.7)

2.4 Reinforcement Learning

Reinforcement learning (RL) is a set of algorithms for learning how to perform tasks.

Its objective is to use observed rewards to learn an optimal (or nearly optimal) policy for the

environment. Early research on RL drew inspiration from the animal learning literature on

classical and operant conditioning [200], where the learning of animals—including humans—is

modeled to occur as the consequence of events that naturally reward or punish the animal

and of the environmental cues that add context to such events [20]. RL is deeply indebted

to the idea of Markov decision processes (MDPs) and has already achieved success in many

different domains.

2.4.1 Standard RL Methods

RL problems and the algorithms that address them can both be differentiated by many

characteristics. A few pertinent categorical divisions are described in this section.
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Q-learning One of the early breakthroughs in RL was the development of Q-learning [216,

215], which estimates the value of Q∗(s, a) by using the method of temporal difference (TD)

learning [199, 200]. TD learning uses the bootstrapping (e.g., r + γV (s′)) to estimate the

value of a state V (s), where its update rule is V (s)← V (s) + α
[
r + γV (s′)− V (s)

]
and α is

the learning rate.

In Q-learning, TD method is extended to estimate Q-values. Since Q-values are directly

related to utility values, such as V (s) = maxaQ(s, a), Q-functions may seem like just another

way of storing utility information. Nonetheless, Q-functions have a very important property:

a TD agent that learns a Q-function does not need prior knowledge of the environment, either

for learning or action selection. A detailed procedure of Q-learning algorithm is provided in

Algorithm 1 with its update rule defined as

Q(s, a)← Q(s, a) + α
[
r + γmax

a
Q(s′, a)−Q(s, a)

]
. (2.8)

Algorithm 1 Q-learning
Algorithm parameters: step size α ∈ (0, 1), ϵ > 0.
Initialize Q(s, a) arbitrarily except that Q(terminal, ·) = 0.
repeat {for each episode}

Initialize the state s
repeat {for each step of episode}

Choose action a from state s using policy derived from Q (e.g., ϵ-greedy)
Take action a, observe r, s′
Update according to Eq. (2.8)
s← s′

until s is terminal
until all episodes end

R-learning R-learning is a control method for the advanced version of the RL problem

in which one neither discounts nor divides experience into distinct episodes with finite

returns [187, 126]. In this case, one seeks to obtain the maximum reward per time step. The

value functions for a policy, π, are defined relative to the average expected reward per time
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step under the policy, ρπ:

ρπ(s) = lim
T→∞

1

T
Eπ[

T∑
t=0

rt]. (2.9)

Assuming the process is ergodic (nonzero probability of reaching any state from any other

under any policy) and thus that ρπ does not depend on the starting state. In the long run,

the average reward is the same from any state, but there is a transient. From some states,

better-than-average rewards are received for a while, and from others, worse-than-average

rewards are received. It is this transient that defines the value of a state:

Ṽ π(s) =
∞∑
k=0

Eπ

[
rt+k − ρπ|s0 = s

]
, (2.10)

and the value of a state-action pair is similarly the transient difference in reward when

starting in that state and taking that action:

Q̃π(s, a) =
∞∑
k=0

Eπ

[
rt+k − ρπ|s0 = s, a0 = a

]
. (2.11)

These are relative values because they are relative to the average reward under the current

policy. Other than its use of relative values, R-learning is a standard TD control method,

much like Q-learning. It maintains two policies, a behavior policy, and an estimation policy,

plus an action-value function and an estimated average reward. The behavior policy is used

to generate experience; it might be the ϵ-greedy policy concerning the action-value function.

The estimation policy is typically the greedy policy for the action-value function. If π is

the estimation policy, then the action-value function Q, is an approximation of Q̃ and the

average reward, ρ, is an approximation of ρπ. A detailed procedure of R-learning algorithm
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is provided in Algorithm 2 with its update law defined as

Q(s, a)← Q(s, a) + α
[
r − ρ+max

a′
Q(s′, a′)−Q(s, a)

]
, (2.12)

ρ← ρ+ β
[
r − ρ+max

a′
Q(s′, a′)−max

a
Q(s, a)

]
. (2.13)

Algorithm 2 R-learning
Algorithm parameters: step size α, β ∈ (0, 1), ϵ > 0.
Initialize Q(s, a), ρ→ 0 .
loop
s← current state
Choose action a from state s using behavior policy (e.g., ϵ-greedy)
Take action a, observe r, s′
Update according to Eq. (2.12)
if Q(s, a) = maxaQ(s, a) then

Update according to Eq. (2.13)
end if

end loop

Actor-Critic Methods Actor-critic [164, 15, 90, 200] methods are TD approaches that

have two separate components to explicitly represent the policy independent of the value

function. The component for the policy is known as the actor because it is used to select

actions, and the estimated value function is known as the critic because it criticizes the

actions made by the actor. The critic must learn about and critique whatever policy is

currently being followed by the actor. The critique takes the form of a TD error. This scalar

signal is the sole output of the critic and drives all learning in both actor and critic.

Actor-critic methods are the natural extension of the idea of reinforcement comparison

methods [198, 32] to TD learning and the full reinforcement learning problem. Typically,

the critic is a state-value function. After each action selection, the critic evaluates the new

state to determine whether things have gone better or worse than expected. That evaluation

is the TD error: δ(s, a, s′) = r(s, a) + γV (s′)− V (s), where V is the current value function

implemented by the critic. This TD error can be used to evaluate the action just selected,
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the action a taken in state s. If the TD error is positive, it suggests that the tendency to

select a should be strengthened for the future, whereas if the TD error is negative, it suggests

the tendency should be weakened. Besides, this TD error is actually an unbiased estimation

of advantage function Aπ(s, a) [186].

In any event, actor-critic methods are likely to remain of current interest because of

two significant apparent advantages. On the one hand, they require minimal computation

in order to select actions. Consider a case where there is an infinite number of possible

actions–for example, a continuous-valued action. Any method learning just action values

must search through this infinite set in order to pick an action. If the policy is explicitly

stored, this extensive computation may not be needed for each action selection. On the

other hand, they can learn an explicitly stochastic policy; that is, they can learn the optimal

probabilities of selecting various actions. This ability turns out to be useful in competitive

and non-Markov cases [192]. In addition, the separate actor in actor-critic methods makes

them more appealing in some respects as psychological and biological models. It may also

make it easier to impose domain-specific constraints on the set of allowed policies in some

cases.

2.4.2 Hierarchical RL and Options Framework

RL approaches to solving MDPs mitigate the state space explosion by leveraging the

factored structure and reachability of the state space. However, they do not leverage structural

constraints in the policy space. Hierarchical reinforcement learning (HRL) [33, 160, 201, 37, 12]

is a sub-field of RL that overcomes the curse of dimensionality via hierarchical decomposition

within the policy space of the problem. Not only does the decomposition allow the overall

problem to be divided into smaller sub-problems, but it also facilitates faster learning through

the reuse of solutions to shared sub-problems and enables effective problem-specific state

abstraction and aggregation.
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HRL applies temporal abstraction to the problem: decision-making should not be required

at every step, but instead, temporally extended activities or macro-operators or behaviors or

sub-tasks (which might have their own internal policies) can be selected to achieve sub-goals.

State abstraction is another powerful weapon in HRL’s arsenal — the policy or value function

of a certain sub-problem only depends on the subset of state variables that actually affect

the solution of that sub-problem. Because they could depend on the agent’s internal state as

well, HRL policies could be non-Markovian concerning the world state.

Among the existing principal HRL frameworks [161, 201, 37, 6], options [201] are a well-

known formalization of the notion of actions extended in time that allow us to represent courses

of actions. Formally, an option consists of three components: a policy π : S × A 7→ [0, 1],

a termination condition β : S 7→ [0, 1], and an initiation set I ⊆ S. An option (I, π, β)

is available in state s iff s ∈ I. After the option is taken, a course of actions is selected

according to π until the option is terminated stochastically according to the termination

condition β. An RL problem with options can be modeled as a Semi-Markov Decision Process

(SMDP) [168], where the transition and reward functions model temporally extended actions.

P (s′, τ |s, o) now describes the probability of ending in state s′ after time τ when executing

option o from state s; R(s, o) now describes the discounted reward accumulated before the

option o completes execution. With the introduction of options, the decision-making has a

hierarchical structure with two levels. The upper level is the option level (task level), and the

lower level is the (primitive) action level. Markovian property exists among different options

at the option level.

2.4.3 Deep RL and DQN

When using “shallow” models in RL, like linear function, decision trees, tile coding, and

so on as the function approximator, then it is a “shallow” RL. The distinct difference between

deep RL and “shallow” RL depends on what function approximator is used. This is similar to

the difference between deep learning and “shallow” ML. DRL is the combination of RL and
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deep learning, which is a very fast-moving field as well. Specifically, deep neural networks

are used to represent the state or observation and/or to approximate any of the following

components of RL: value function, V or Q, policy π, and model (state transition kernel and

reward function).

Algorithm 3 Deep Q-Network (DQN)
Initialize replay memory D to capacity N
Initialize action-value function Q with random weights θ
Initialize target action-value function Q̂ with weights θ− = 0
for episode = 1, · · · ,M do

Initialize sequence s1 = {x1} and preprocessed sequence ϕ1 = ϕ(s1)
for t = 1, · · · , T do

Choose action at from state st using behavior policy (e.g., ϵ-greedy)
Execute action at in emulator and observe reward rt and image xt+1

Set st+1 = st, at, xt+1 and preprocess ϕt+1 = ϕ(st+1)
Store transition

(
ϕt, at, rt, ϕt+1

)
in D

Sample random mini-batch of transitions
(
ϕj, aj, rj, ϕj+1

)
from D

if episode terminates at step j + 1 then
Set yi = rj

else
Set yi = rj + γmaxa′ Q̂

(
ϕj+1, a

′; θ−
)

end if
Perform a gradient descent step on

(
yi −Q(ϕj, aj; θ)

)2 w.r.t. parameters θ
Every C steps reset Q̂ = Q

end for
end for

Leveraging ideas from neural fitted Q-learning (NFQ) [173], the deep Q-network (DQN)

algorithm [142] utilizes the deep neural networks to approximate Q-values and is able to

achieve outstanding results for a variety of Atari games, directly by learning from the high-

dimensional sensory inputs. To stabilize the learning, there are two heuristics used in DQN.

The first one is to replace Q(s′, a′; θ) with Q(s′, a′; θ−) in the target Q-network where its

parameters θ− are updated only every C ∈ N iterations with the following assignment: θ− = θ.

This prevents the instabilities from propagating quickly, and it reduces the risk of divergence

as the target values are kept fixed for C iterations. The idea of target networks can be seen

as an instantiation of fitted Q-learning, where each period between target network updates
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corresponds to a single fitted Q-iteration. The second is the usage of replay memory [107].

The replay memory keeps all information for the last Nreplay ∈ N time steps, where the

experience is collected by following an ϵ-greedy policy. The updates are then made on a set

of tuples < s, a, r, s′ > (called mini-batch) selected randomly within the replay memory. This

technique allows for updates that cover a wide range of the state-action space. In addition,

one mini-batch update has less variance compared to a single tuple update. Consequently, it

provides the possibility to make a larger update of the parameters while efficiently parallelizing

the algorithm. A sketch of the algorithm is given in Algorithm 3.

Particularly, there are many specific deep learning techniques used in DQN. For example,

a pre-processing step may be needed on the inputs — reduce the dimensionality of the inputs,

normalize inputs (it scales pixels value into [−1, 1]), or deal with some specificities of the task.

In addition, convolutional layers might be used as the first layers of the neural networks for

some specific inputs, and the optimization step can be performed using a variant of stochastic

gradient descent.

2.5 Symbolic Planning

Automated planning [52, 177] is an area of AI that centers on finding a correct plan to

solve a specific task, reasoning on the knowledge of the scenario represented in a symbolic

form. Therefore, it is also called automated symbolic planning [220] or, in short, symbolic

planning. In symbolic planning, most planners support models that describe a state of the

world in terms of Boolean or finite-domain variables. Different from the conventional planning

languages like STRIPS [44] or PDDL [137], this thesis focuses on the planning language based

on the answer set programming [104, 49, 105].

In the following, the answer set programming (ASP) is first introduced in section 2.5.1.

Then the sections 2.5.2 & 2.5.3 review the causal logic and action language BC (based on this

causal explanation), respectively. Finally, the sections 2.5.4 briefly illustrates the advantage
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Figure 2.1: Overview of Answer Set Programming

of the ASP-based planning over the existing planning paradigms and demonstrates how it

performs planning in answer set programming.

2.5.1 Answer Set Programming

Answer Set Programming (ASP) [104, 49, 105] is an approach to declarative programming

oriented towards difficult search problems. The basic idea of ASP is to formulate a problem

in a logical format so that the models of its representation provide the solutions to the

original problem. The resulting models are referred to as answer sets. The actual notion of

a model is determined by the logic of choice. Although this broad view attributes to ASP

the character of a general logical constraint processing paradigm, the term ASP is nowadays

mainly associated with theories in the syntax of logic programs under the stable models

semantics [50]. While such programs resemble Prolog programs, they are however treated by

quite different computational mechanisms. Indeed ASP can be regarded as a much better fit

to the original motivation of logic programming by strictly separating logic from control.

Comparing ASP to a traditional logic programming language such as Prolog reveals some

key differences. Prolog is based on top-down query evaluation in the tradition of automated

theorem proving. Variables are dealt with via unification, and (nested) terms are used as

basic data structures. A solution is usually extracted from the instantiation of the variables

in a successful query. As mentioned, solutions are captured by models in ASP and instead

computed in a bottom-up fashion. Variables are systematically replaced by using database

techniques. Hence tuples and (flat) terms are the preferred data structures. More generally,
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Prolog constitutes a full-fledged programming language and thus equips a user with control

over program execution. In contrast, ASP fully decouples a problem’s specification from how

its solution is found.

Even though the formal roots of ASP indeed lie in logic programming, it was tailored

right from the beginning to problem-solving in the field of Knowledge Representation and

Reasoning. The accompanying desire for transparent and elaboration-tolerant representation

languages along with the significant advance in Boolean Constraint Solving were then the two

major impetuses to ASP’s distinguished combination of a rich yet simple modeling language

with high-performance solving capacities.

The effectiveness of modern ASP solvers would have been impossible without the great

progress in Boolean Constraint Solving, mainly conducted in the area of propositional

Satisfiability Testing (SAT) [83]. Logically, the difference between ASP and SAT boils down

to the logic of choice and its associated notion of modelhood. Informally, stable models

can be regarded as distinguished (classical) models of a theory, in which each true atom

must be provable. This constructive flavor of ASP translates into more succinct problem

representations than available in SAT. From a representational viewpoint, this semantic

difference reduces to closed-world reasoning, considering propositions as false unless proven

otherwise. From the perspective of computational complexity, both ASP and SAT allow for

expressing search problems in NP. The disjunctive extension of ASP also captures problems

in NP. System-wise, the focus of SAT lies in solving, while ASP is moreover concerned with

modeling. Consequently, ASP solving comprises an initial grounding phase in which first-order

problem representations are translated into a propositional format. This propositionalization

is accomplished by highly efficient grounders based on database technology.

Putting all things together, the overall ASP solving process can be summarized as in

Figure 2.1. A problem is modeled in the syntax of (first-order) logic programs. Then, ASP

solving proceeds in two steps. First, a grounder generates a finite propositional representation
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of the input program. After that, a solver computes the stable models of the propositional

program. Finally, the solution is read off the resulting stable models.

2.5.2 Causal Logic

Causal Logic aims at the stronger claim that there is a cause for it to be true, which is

distinguished from the claim that a proposition is true. The semantics of causal theories is

formally defined by a syntactic transformation similar to circumscription [135].

Let’s consider a classical logic without specifying the language. Then a causal rule has

the following expression:

F ← G, (2.14)

where F and G are the head and the body of the rule. From Eq. (2.14), there is an simple

intuition that F has a cause if G is true, or that G provides a “causal explanation” for F .

Therefore, a causal theory can be formed based on two major components: (i) a finite

set of non-logical constants (or the explainable symbols of the theory); and (ii) a finite set of

causal rules. Specifically, the non-logical constant can be a function constant or a predicate

constant, including object constants and propositional constants.

Regarding the explainable symbols in a formula, the expression can be denoted as F (E),

where E is the list of all explainable symbols. By doing in this way, the results of replacing

all occurrences of the constants E in F (E) by the variables e can be written as F (e) if the

tuple e of variables is similar to E. But it is noted that a formula of F (E) does not have the

assumption on containing all explainable symbols.

Actually, the formula can even have no explainable symbols, i.e., the case when F (e)

equals F (E). Let’s consider a causal theory T with the explainable symbols E and causal
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rules:

Fi(E, x
i)← Gi(E, x

i), (i = 1, · · · ), (2.15)

where xi represents a list of all free variables of the i-th rule. Suppose tuple e of new variables

is similar to E. By T ∗(e), the formula has the expression as follows:

∧
i

∀xi
(
Gi(E, x

i) ⊃ Fi(e, x
i)
)
. (2.16)

It should be noted that the occurrences of explainable symbols in the bodies are not replaced

by variables, although the occurrences in the heads are replaced. T can be treated as a

sentence:

∀e
(
T ∗(e) ≡ e = E

)
, (2.17)

where e = E indicates the the conjunction of the equalities between the members of e and E.

By T ∗(e), the possible values e of the explainable symbols E are “explained” by the rules

of T . The sentence of Eq. (2.17) expresses that the actual values of these symbols are the

only ones that are explained by the rules of T .

Eq. (2.17) can be written as

T ∗(E) ∧ ∀e
(
T ∗(e) ⊃ e = E

)
. (2.18)

The term T ∗(E) is the conjunction of the universal closures of the implications

Gi(E, x
i) ⊃ Fi(E, x

i), (2.19)

corresponding to the rules of T .
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Let True be a fixed logically valid formula, and let False stand for ¬True. This can

identify any formula F with the rule

False← ¬F. (2.20)

This convention is justified by the fact that adding Eq. (2.20) to a causal theory T has the

same effect as adding universal closure of F to Eq. (2.18) as another conjunctive term.

2.5.3 Action Language BC

Action language serves for describing changes that are caused by performing actions.

This section will introduce the action language BC, which is based on the theory of causal

explanation [134].

Action language BC [95], like other action languages, describes dynamic domains as

transition systems. It includes two kinds of finite symbol sets, fluent constants and action

constants, which are divided into regular and statically determined. Informally, regular fluents

are those that are directly affected by actions, while statically determined fluents are those

that are determined by other fluents. Every fluent constant has a finite domain of cardinality

≥ 2. An atom is an expression of the form f = v, where f is a fluent constant, and v is an

element of its domain, denoted as Dom(f). If Dom(f) = {f, t} then f is Boolean. If f is

Boolean then the atom f = t can be written as f , and the atom f = f as ∼f .

A static law has the following expression:

A0 if A1, . . . , Am ifcons Am+1, . . . , An, (2.21)

where n ≥ m ≥ 0 and each Ai is an atom. It indicates that every state satisfies A0 if it

satisfies A1, . . . , Am, and it can be assumed without contradiction that the state satisfies

Am+1, . . . , An. If m = 0, then if is dropped; if m = n, then ifcons is dropped. Here ifcons

is an acronym for “if consistent”.
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A dynamic law can be written as

A0 after A1, . . . , Am ifcons Am+1, . . . , An, (2.22)

where n ≥ m ≥ 0, A0 is an atom containing a regular fluent constant, A1, . . . , Am are atoms

or action constants, and Am+1, . . . , An are atoms. It indicates that the end state of any

transition satisfies A0 if its beginning state and its action satisfy A1, ..., Am , and it can be

assumed without contradiction that the end state satisfies Am+1, ..., An. If m = n, then

ifcons is dropped.

For any action constant a and atom A,

a causes A,

stands for

A after a.

For any action constant a and atoms A0, . . . , Am(m > 0),

a causes A0 if A1, . . . , Am,

stands for

A0 after a,A1, . . . , Am.

An action description in the language BC is a finite set consisting of static and dynamic

laws.

Static laws of the form

A0 if a,A1, . . . , Am ifcons A0, (2.23)
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and dynamic laws of the form

A0 after a,A1, . . . , Am ifcons A0, (2.24)

will be particularly useful. Eq. (2.23) is written as

default A0 if A1, . . . , Am,

and it will be dropped if when m = 0. Eq. (2.24) is written as

default A0 after A1, . . . , Am.

For any regular fluent constant f , the set of the dynamic laws

default f = v after f = v,

for all v in the domain of f expresses the commonsense law of inertia for f . This set is

denoted by inertial f .

For every action description D, a sequence of logic programs with nested expressions is

defined as PN0(D), PN1(D), . . .. By doing so, the stable models of PNl(D) represent paths

of length l in the transition system that corresponds to D. The signature σD,l of PNl(D)

consists of

• expressions i : A for nonnegative integers i ≤ l and all atoms A, and

• expressions i : a for nonnegative integers i < l and all action constants a.

Every element of the signature σD,l can be a “time stamp” i followed by an atom or by an

action constant. The program contains the rules as follows:

• the translations i : A0 ← i : A1,..., i : Am, notnoti : Am+1,..., notnoti : An (i ≤ l) of all

static laws (1) from D,
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• the translations (i + 1):A0 i : A1,..., i : Am, notnot (i+1):Am+1,..., notnot (i+1):An

(i < l) of all dynamic laws (2) from D,

• the choice rule {0:A} for every atom A containing a regular fluent constant,

• the choice rule {i : a} for every action constant a and every i < l,

• the existence of value constraint ← noti : (f = v1), ..., noti : (f = vk) for every fluent

constant f and every i ≤ l, where v1,..., vk are all elements of the domain of f ,

• the uniqueness of value constraint ← i : (f = v), i : (f = w) for every fluent constant f ,

every pair of distinct elements v, w of its domain, and every i ≤ l.

Represented by an action description D, the transition system T (D) is defined as follows:

for every stable model X of PN0(D), the set of atoms A such that 0 : A belongs to X is a

state of T (D). In view of the existence of value and uniqueness of value constraints, for every

state s and every fluent constant f there exists exactly one v such that f = v belongs to s;

this v is considered the value of f in state s. For every stable model X of PN1(D), T (D)

includes the transition i⟨s0, α; s1⟩, where si (i = 0, 1) is the set of atoms A such that i : A

belongs to X, and α is the set of action constants a such that 0 : a belongs to X.

In BC-descriptions that involve Boolean fluent constants: if f is Boolean then the atom

f = t is written as f , and the atom f = f as ¬f . A static constraint is a pair of static laws

of the form

f = v if A1, . . . , Am, (2.25)

f = w if A1, . . . , Am, (2.26)

where v ̸= w and m > 0. Eq. (2.26) is written as:

impossible A1, . . . , Am.
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A dynamic constraint is a pair of dynamic laws of the form

f = v after a1, . . . , ak, A1, . . . , Am, (2.27)

f = w after a1, . . . , ak, A1, . . . , Am, (2.28)

where v ̸= w and a1, . . . , ak (k > 0) are action constants, and. Eq. (2.28) is written as:

nonexecutable a1, . . . , ak if A1, . . . , Am, (2.29)

and it will be dropped if in this abbreviation when m = 0. This language can be implemented

using computational methods of answer set programming [131, 151, 104].

2.5.4 Planning in Answer Set Programming

An automated planning problem can be characterized by an initial state described by

a set of logical formulas, a set of actions or operators described by the changes they make

to the formulas, and a set of goal states also described by a set of formulas. To solve the

planning problem, a sequence of operators must be found that transforms the initial state to

one of the goal states. Each operator symbolically represents an abstraction of a real-world

action [177].

Generally, the problem of plan generation can be approached by reducing it to the problem

of finding a satisfying interpretation for a set of propositional formulas [83], which is known as

satisfiability planning. Despite that, a related but different way is to reduce a planning problem

to the problem of finding an answer set (“stable model”) for a logic program [195]. Therefore,

symbolic planning includes early work such as situational calculus [136], STRIPS [44],

ADL [163]; recent action languages such as C+ [55] and BC [95]; and declarative programming

languages such as Prolog and logic programming based on answer set semantics [50, 51].

Compared to STRIPS or PDDL-style planning languages, the advantage of ASP-style planning

is that the representation of properties of actions is easier when logic programs are used
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instead of axiomatizations, given the non-monotonic character of negation as failure [80].

Therefore, symbolic planning with the answer set semantics is used in this thesis.

Under the answer set semantics, the planning problem is encoded in the following way.

An action description is first introduced to formalize dynamic domains as transition systems.

A state s is a complete set of fluent atoms, and a transition is a tuple ⟨s1, a, s2⟩ where s1, s2

are states and a is a (possibly empty) set of actions. The semantics of D is defined by

a translation into a set of answer set programs PN l(D), for an integer l ≥ 0 stating the

maximal steps of transition. It is shown that all answer sets of PN 0(D) correspond to all

states in the transition system, and all answer sets of PN l(D) correspond to all transition

paths Π of length l, of the form ⟨s1, a1, . . . , al−1, sl⟩ (or equivalently, Π =
⋃l−1

1 ⟨si, ai, si+1⟩)

[95, Theorems 1, 2]. Let I and G be states. The triple (I,G,D) is called a planning problem.

(I,G,D) has a plan of length l−1 iff there exists a transition path of length l such that I = s1

and G = sl. Throughout the thesis, Π is used to denote both the plan and the transition

path by following the plan.

Generating a plan of length l can be achieved by solving the answer set program PN l(D),

consisting of causal rules translated from the action description D in BC and appending

timestamps from 1 to l, via a translating function PN . By using system cplus2asp1 or

coala2, specifically, it translates D into the input language of answer set solver Clingo3 to

generate answer sets, indicating the solution of a planning problem.

1http://reasoning.eas.asu.edu/cplus2asp/
2https://github.com/potassco/coala
3https://github.com/potassco/clingo
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Chapter 3

Integrating Symbolic Planning and Hierarchical RL for Robust Decision-Making

This chapter presents a method that unifies planning and learning to achieve robust

decision-making in a dynamic environment with uncertainties1. In the following sections,

they are organized as follows. After a brief review on the brittleness in the decision-making

process in 3.1, the related work is discussed in Section 3.2. Next, the framework is presented

in Section 3.3, in order to address the issue. Then the content of evaluation metrics and

baselines, experimental setup, and preliminary results are shown in Section 3.4.

3.1 Introduction

Reinforcement learning and symbolic planning have been used to build an intelligent

agent that can find action sequences to achieve its goal. Symbolic planning allows the agent

to carry out different tasks in the same domain without the need to re-acquire knowledge

about each one of them but relies on the prior knowledge of the domain dynamics. On the

other hand, reinforcement learning does not require any prior knowledge and allows the agent

to adapt to the environment by trial and error but often necessitates an infeasible amount of

experience. The simple decision-making task is able to access the perfect information of the

model, i.e., accurate values for the system parameters and specific probability distributions

for the random variables. However, such precise knowledge is rarely available for a more

complex task. Making decisions in complex domains inevitably involves abstraction and

approximation, causing the imperfect model to be widespread. Those imperfections in the

model, such as relevant details overlooked, dynamics incorrectly represented, or assumptions
1Adapted with permission from [221].
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violated [100, 120, 143], can ultimately lead to the brittleness in the agent, especially the

planning agent, exhibiting poor performance in the task.

Although domain uncertainties and execution failures can be handled by execution

monitoring and re-planning, an intelligent agent should learn from its mistakes and avoid

them as much as possible in the future. As planning and RL are important and complementary

aspects of intelligent behavior, the focus of the thesis in this chapter is to combine the two

paradigms to bring out the best of both worlds in order to improve the robustness of the agent’s

behavior. Specifically, R-learning is selected as the RL component since it characterizes finite

horizon average reward and is shown to be particularly suitable for planning and scheduling

tasks. For the symbolic planning component, the action language BC is utilized to represent

commonsense knowledge of actions, and constrained answer set solver Clingcon [10] to

generate a symbolic plan. Besides, hierarchical RL is used to provide different levels of

temporal abstraction and enables symbolic planning to dynamically discover new plans and

options to improve learning. Therefore, the Planning–Execution–Observation–Reinforcement-

Learning (PEORL) framework is introduced here, which can take advantage of planning to

constrain the behavior of the agent to reasonable choices and of reinforcement learning to

adapt to the environment and increase the reliability of the decision-making process.

3.2 Related Work

The brittleness that comes from the imperfections of the symbolic knowledge about

the environment can strongly impact the robustness of the symbolic planning, leading to

uncontrolled behavior or execution failures [11, 100, 62]. There has been a great deal of

research on dealing with the problems.

In the symbolic planning community, execution monitoring [165, 19] and re-planning [22,

74] have been studied and are able to handle the execution failures. However, there lacks

the ability to learn in these methods, so it’s difficult for them to avoid the same mistakes or

failures.
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Improving symbolic planning through learning has also been studied. Different learning

models have been adopted in earlier work, such as relational decision tree [81] or weighted

exponential average [85]. Planning in these methods can be improved through execution

experiences, but they are not as expressive or general as an RL framework.

Therefore, integrating symbolic planning and RL has been an active research topic.

Pre-complied symbolic plans or paths from a finite-state machine play similar roles as

options [160, 178, 99]. Another work also uses answer set programming to generate longer

symbolic plans [100]. In these approaches, symbolic planning is used to help RL through a

one-shot plan generation and compilation. By contrast, planning in the PEORL framework

is interleaved with and constantly updated by RL, and consequently, new options can be

explored, and more meaningful ones will be selected leveraging learning.

3.3 PEORL Framework

In this section, the PEORL framework will be formally defined. A PEORL theory is a

tuple (I,G,D,S,A, r, γ,FA). It contains the elements from a symbolic planning problem, an

MDP and how they are linked with each other:

• I,G,D form a symbolic planning problem, where I is the initial state, G is a PEORL

goal that consists of a goal state condition and a linear constraint, and D is a PEORL

action description in the language of BC.

• S,A, r, γ form part of an MDP. A is a set of action symbols in MDP space. Small letter

with tilde, such as ã, is used to denote its element, and assume |σA(D)| ≤ |A|. S is a

set of state symbols in MDP space. It contains simple state symbols of form s which are

1-1 correspondent to (symbolic) states of T (D). Due to such correspondence, a state

of T (D), i.e., a set of fluent atoms in σF (D), is used to denote a simple state symbol

in S. Furthermore, S also contains the MDP state symbols, denoting a state obtained
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by applying MDP action ã. r is a reward function such that r(s, a) : S × A 7→ R.

0 ≤ γ ≤ 1 is a discount factor.

• A symbolic transition–option mapping FA that translates a symbolic transition path

Π ⊆ T (D) into a set of options.

Some components are further explained as follows.

3.3.1 Planning

A PEORL action description D is written in action language BC and contains a specific

set of causal laws formulating plan quality accrued from executing a course of actions:

• For any state of T (D) that contains atoms {A1, . . . , An}, D contains static laws of the

form

s if A1, . . . , An, for simple state s ∈ S. (3.1)

• Introduce new fluent symbols of the form ρ(s, a) to denote the gain reward at state

s following action a. D contains a static law stating by default, the gain reward is a

sufficiently large number, denoted as INF , to promote exploration when necessary:

default ρ(s, a) = INF , for simple state s ∈ S, a ∈ σA(D).

• Use fluent symbol quality to denote the cumulative gain reward reward of a plan, termed

as plan quality. D contains dynamic laws of the form

a causes quality = C + Z if s, ρ(s, a) = Z, quality = C. (3.2)

• D contains a (possibly empty) set P of facts of the form ρ(s, a) = z.
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Figure 3.1: The mapping from a symbolic transition path to options

A PEORL initial state contains a state I. In particular, the initial plan quality is 0. A

PEORL goal G = (A,L) where A is a goal state, and L is a linear constraint of the form

(quality ≥ n) where n is an integer. The negation of L is defined in the usual way.

The triple (I, (A,L), D) forms a symbolic planning problem with linear constraints: the

plan is encoded by a transition path of T (D) that starts from state I and ends in state A

with L satisfied. A plan Π of (I,G,D) is optimal iff
∑

⟨s,a,t⟩∈Π r(s, a) is maximal among all

plans. However, it should be noted that reward function r is not a part of the planning

problem because the reward here is treated as a part of the specific domain details not

captured as prior knowledge. The PEORL learning algorithm is later used to interact with

the environment and generate optimal plan when the algorithm terminates.

Solving the planning problem follows the method of translating I, G and D into the

input language of Clingo [85]. However, here a slightly different but equivalent translation

is used into the input language of Clingcon to handle linear constraints more efficiently2.
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Figure 3.2: The option mapping for transitions t1, t2, t3

3.3.2 Acting

Assume that in the transition system T (D), for each transition ⟨s, a, t⟩ ∈ T (D), a

contains exactly one action symbol, i.e, concurrent execution of actions is not allowed. FA

maps a symbolic transition ⟨s, a, t⟩ to an option in the sense of [12]. FA(⟨s, t, a⟩) = (π, β, I)

where π : S × A 7→ [0, 1], β : S 7→ [0, 1], and I ⊆ S. In particular, the option FA(⟨s, t, a⟩)

is enforced to be available for transition ⟨s, a, t⟩ iff s = I and β(t) = 1. This condition

guarantees that the right option is chosen to realize the symbolic transition ⟨s, a, t⟩ at its

starting state and terminates when it fulfills the symbolic transition.

One more deterministic layer is further built by mapping a transition path defined by a

symbolic plan to a set of options. For a transition path Π = ⟨s1, a1, . . . , al−1, sl⟩,

FA(Π) =
⋃

⟨si−1,ai−1,si⟩∈Π

FA(⟨si−1, ai−1, si⟩).

It is easy to see that the execution of a symbolic plan is deterministically realized by executing

their corresponding options sequentially. Such hierarchical mapping is illustrated in Figure 3.1.

The Grid World adapted from [100] is used as an example. In a 20× 20 grid, there is an

agent that needs to navigate to (9,10), which can only be entered through (9,9). At (9,9),
2Clingcon is an answer set solver that extends the high-level modeling language of ASP with constraint

solving capacities. To use it, (3.2) is translated to

&sum{quality(k− 1); Z} = quality(k) : − a(k− 1), s(k− 1), R(s, a, Z).

where k stands for time step.
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there is a door that the agent needs to activate first and then push to enter. The action

description consists of causal laws formulating effects of move(E) where E ∈ {e, s, w, n},

push and activate, for instance,

move(e) causes pos(X, Y + 1) if pos(X, Y )

nonexecutable move(e) if pos(X, 20)

nonexecutable move(e) if pos(9, 9),∼dooropen

activate causes dooractive if pos(9, 9),∼dooractive

push causes dooropen if pos(9, 10), dooractive.

Declare the following fluents are inertial:

inertial pos inertial dooropen inertial dooractive.

The following causal laws are instantiation of (3.1) and (3.2). They formulate the effects on

plan quality by executing move for a particular state, and similar causal laws can be defined

for activate and push:

s(X, Y ) if pos(X, Y ),∼dooractive,∼dooropen

move(E) causes quality = C + Z if

s(X, Y ), ρ(s(X, Y ),move(E)) = Z, quality = C.

Assuming initially the agent is located at (9, 8) with door closed and inactive, the action

description D, initial state I = {pos(9, 8),∼dooractive,∼dooropen} and goal state G =

{pos(9, 10), dooractive, dooropen} are translated into the input language of Clingcon and a
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plan is

t1 : ⟨{pos(9, 8),∼dooractive,∼dooropen},move(e),

{pos(9, 9),∼dooractive,∼dooropen}⟩

t2 : ⟨{pos(9, 9),∼dooractive,∼dooropen}, activate,

{pos(9, 9), dooractive,∼dooropen}⟩

t3 : ⟨{pos(9, 9), dooractive,∼dooropen}, push,

{pos(9, 9), dooractive, dooropen}⟩

t4 : ⟨{pos(9, 9), dooractive, dooropen},move(e),

{pos(9, 10), dooractive, dooropen}⟩.

(3.3)

Now symbolic transitions t1, t2, t3 are mapped to options. As options talk about the realization

of symbolic actions in terms of MDP actions, it is assumed that each symbolic action move(E)

for a direction E is executed in the same way in MDP, denoted as m̃ove(E). Symbolic action

push can be executed in a variety of ways: the agent needs to use proper force to push the

door such that the door can be opened without any damage. Therefore, push is executed

in finite number of options, denoted as p̃ush(F ) where F ∈ {fmin, . . . , fmax}. Executing

symbolic action activate as an option involves two steps: first, the agent needs to grab the

doorknob using proper force, denoted by g̃rab(F ), where F ∈ {fmin, . . . , fmax}. Second, after

the door knob is successfully grabbed, it can be turned either clockwise or counter-clockwise,

and turning it clockwise can activate the door. This action is denoted as r̃otate(E) for

E ∈ {closewise, counter-clockwise}. The mapping from t1, t2, t3 to options is demonstrated

as Figure 3.2.

3.3.3 Learning

Given any transition ⟨si−1, ai−1, si⟩ in a plan Π, hierarchical R-learning involves the

updates of R and ρ in two steps. Since every symbolic transition is 1-1 correspondence to

its option FA(⟨si−1, ai−1, si⟩), ai−1 is used to denote the option. Before an option terminates,
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Figure 3.3: Overview of the PEORL framework.
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Algorithm 4 PEORL
Require: (I,G,D,FA) where G = (A, ∅), and an exploration probability ϵ
P0 ⇐ ∅, Π⇐ ∅
while True do
Πo ⇐ Π
take ϵ probability to solve planning problem and obtain a plan Π ⇐
Clingcon.solve(I,G,D ∪ Pt)
if Π = ∅ then

return Πo

end if
for ⟨si−1, ai−1, si⟩ ∈ Π do

use option FA(⟨si−1, ai−1, si⟩) to update R and ρ by Eq. (3.4) until the option
terminates
update R and ρ using Eq. (3.5).

end for
calculate quality of Π by Eq. (4.2).
update planning goal G⇐ (A, quality > quality t(Π)).
update facts Pt ⇐ {ρ(si−1, ai−1) = z : ⟨si−1, ai−1, si⟩ ∈ Π, ρ

ai−1

t (si−1) = z}
end while

execute actions following the option, and for any transition ⟨x, ã, y⟩ where ã ∈ A, update

Rt+1(x, ã)
α←− r(x, ã)− ρãt (x) + maxãRt(y, ã),

ρãt+1(x)
β←− r(x, ã) + maxãRt(y, ã)−maxãRt(x, ã).

(3.4)

When option terminates, update

Rt+1(si−1, ai−1)
α←− r(si−1, ai−1)− ρai−1

t (si−1) + maxaR(si, a),

ρ
ai−1

t+1 (si−1)
β←− r(si−1, ai−1) + maxaRt(si, a)−maxaRt(si−1, a),

(3.5)

where α and β are learning rates for R and ρ, r denotes the cumulative reward accrued by

executing option mapped from symbolic action ai−1. Given a plan Π, the quality of Π is

defined by summing up all gain rewards for the transitions in Π:

quality t(Π) =
∑

⟨si−1,ai−1,si⟩∈Π

ρ
ai−1

t (si−1). (3.6)
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Given a PEORL theory (I,G,D,FA), its learning algorithm is shown in Algorithm 4.

While previous results show that R-learning converges, most properties of option-based

hierarchical R-learning remain unknown, and therefore it remains an open question that

option-based hierarchical R-learning converges to optimal over a finite number of options. In

the next section, the effectiveness of PEORL will be empirically evaluated on the benchmark

domain.

3.4 Empirical Evaluation

3.4.1 Evaluation Metric and Baselines

The concept of robustness in decision-making is neither unique nor static. Multiple

robustness metrics, such as maximin [210], optimism-pessimism [72], max regret [180], have

been proposed in the literature, reflecting diverse optimistic/pessimistic attitudes by the

decision-maker. In this thesis, however, the focus is the robustness of a decision that is as

much as possible robust to adapt to domain uncertainties and ensures certain performance.

Since the performance is one way to indicate if the behavior of an agent is reliable, the

cumulative reward (i.e.,
∑T

k=0 rt+k, the sum of all rewards received so far) is used as the

performance measure.

For the baselines compared in the experiments, they are a standard Q-learning RL-agent,

an HRL-agent based on hierarchical Q-learning using the manually crafted options specified

in [12], a standard planning agent (P-agent) using Clingo to generate plans and execute.

3.4.2 Experimental Setup

Taxi Domain The Taxi domain [12] is first used, which is a benchmark domain for studying

HRL. Scenario 1 is based on Taxi-v1 in OpenAI Gym (https://gym.openai.com/envs/

Taxi-v1/). A Taxi starts at any location in a 5×5 grid map (Figure 3.4a), navigates to a

passenger, picks up the passenger, navigates to the destination, and drops off the passenger,

with randomly chosen locations for passenger and destination from marked grids. Every
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movement has a reward -1. Successful drop-off receives reward 20. Improper pick-up or

drop-off receive reward -10. All actions are deterministic and always successful. In Scenario

2, inspired by [91, Section 4.1], there is a requirement that if the taxi arrives at the goal with

(4,4) visited, it gets a reward of 30. The only information present in symbolic knowledge is

when (4,4) is visited, the fluent rewardvisited is set to be true so that the state representation

in RL maps correctly to symbolic space.

In the experiment, there are 10 randomly set initial configurations, comparing the

cumulative rewards of a PEORL-agent with the baselines mentioned in Section 3.4.1. For all

learning rates α is annealed from 1 to 0.01, and for PEORL agent, β = 0.5.

Grid World The Grid World adapted from Leonetti et al. [100] is used as an example,

which is shown in Figure 3.6a. In a 20× 20 grid, an agent needs to navigate to the position

of (9, 10), which can only be entered through the position of (9, 9). At position (9, 9), there

is a door that the agent needs to activate first and then push to enter. It is further assumed

there are both horizontal and vertical bumpers where the agent receives a penalty of -30

(grids marked as red), -15 for grids marked with yellow, and -1 for all other grids. Actions

grab and push have an integer parameter F , ranging from 0 to 60, and only if 20 ≤ F < 40

can the execution be successful. Every execution failure causes a -10 penalty. The initial

state is chosen from the marked grids in the first column, and the goal state is (9,10). This

example shows that, aided by RL, symbolic plans can be learned to avoid bumpers and

reliably executed.

I set up RL-agent using Q-learning, PEORL-agent, and P-agent. Bumper information is

not captured by symbolic knowledge since it is assumed these are domain details that need

to be learned. Learning rates are chosen as the same as that of the Taxi domain.
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(a) Taxi domain

(b) Learning curves on Taxi domain

Figure 3.4: Results on Taxi domain

3.4.3 Results and Discussions

Taxi Domain The result of scenario 1 (Figure 4.4b) shows the cumulative reward of the

PEORL agent significantly surpasses the RL agent and is also superior to HRL-agent. Guided

by its symbolic plan, the PEORL agent has a clear motivation to achieve its goal. For this
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(a) A solution

(b) Learning curves with the extra reward

Figure 3.5: Results on Taxi domain with an extra reward

reason, it never commits actions that violate its commonsense knowledge, such as an improper

pick-up or drop-off or run into the walls. For this reason, the penalty of -10 never occurs to

the PEORL agent, so the variance of the cumulative reward is a lot smaller than RL-agent

and HRL-agent. PEORL-agent starts with the shortest plans but gradually explores longer
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ones. After around 1000 episodes, symbolic plans of the PEORL-agent converge back to the

shortest, indicating that the shortest plans are the overall optimal ones. P-agent also benefits

from symbolic plans by not committing improper actions. Furthermore, since ASP-based

symbolic planning is usually used to generate the shortest plan, P-agent has the steadily

largest cumulative reward, which happens to be optimal. This result suggests that ASP-based

planning can perform very well in deterministic domains where the shortest plans are the

most desirable.

The results of scenario 2 are shown in Figure 3.5b Again, PEORL-agent outperforms all

others. It starts by trying the shortest plan, but during exploration of longer alternatives,

it discovers the extra reward and finally converges to the optimal. Figure 3.5a showed one

solution in this scenario. By comparison, since visiting (4,4) is not a necessary condition to

drop off the passenger, throughout ten randomly generated configurations, P-agent never

visits that state, behaving the same way with Scenario 1 by sticking to its shortest plan.

HRL-agent and RL-agent fail to figure out the extra reward either. This scenario shows

that PEORL-agent can discover a state with the extra reward, and its symbolic plans have

leveraged the learned information from RL and become more robust and adaptive to the

change of domain details.

Grid World The learning curve is shown in Figure 3.7a across 1000 episodes. Similar to

the Taxi domain, PEORL-agent has minor variance in its cumulative rewards (zoomed in

by Figure 3.7a) and achieves the optimal behavior: it avoids the bumper at its best, and

reliably activates and pushes the door (e.g., Figure 3.6b), surpassing RL-agent. For P-agent,

the shortest plans, in this case, are not ideal plans. Since P-agent has no learning capability

and only relies on its symbolic knowledge, it performs the worst.

Figure 3.7b shows that facing domain uncertainty, the robustness of the symbolic plan of

PEORL agents is improved using RL, indicated by the reduced number of execution failures.

As options mapped from activate and push lead to smaller RL problems, the underlying
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(a) Grid World

(b) A solution

Figure 3.6: The Grid World domain and its solution

R-learning quickly learned the right way to execute the options such that the need to replan

is significantly reduced. By contrast, relying on replanning, P-agent can recover from failure
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(a) Learning curves on Gridworld domain

(b) Execution failure of PEORL and Planning

Figure 3.7: Results on Grid World
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and eventually achieve its goal, but it cannot improve its execution reliability from learning,

leading to poor plan robustness with a relatively large number of execution failures.

3.5 Summary

In this chapter, the PEORL framework is developed where symbolic planning and

HRL simultaneously improve each other, leading to rapid policy search and robust symbolic

planning. In PEORL, BC is used to represent commonsense knowledge of actions and

constraint answer set solver Clingcon to generate a symbolic plan, given an initial state

and a goal. The symbolic plan is then mapped to a deterministic sequence of stochastic

options to guide RL. R-learning iterates on two values: the average-adjusted reward R and

the cumulative average reward, or termed as the gain reward ρ. While R-values indicate

the learned policy, ρ-values can be effectively used by Clingcon to generate an improved

symbolic plan with better quality in terms of the cumulative gain reward. Furthermore, the

improved plan is mapped to new options, which further guide R-learning to continue until no

better symbolic plan can be found.

To advance the planning capability of agents, to the best of knowledge, this is the first

work where symbolic planning leverages R-learning to improve its robustness. The PEORL

agent outperforms the planning agent by discovering a new state that leads to extra reward

and reduces the number of execution failures. To advance the learning capability of agents,

to the best of knowledge, this is the first work using symbolic planning for option discovery in

HRL. The PEORL agent outperforms the RL agent and HRL agent by returning the policy

with a significantly larger cumulative reward.
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Chapter 4

Interpretable Deep Reinforcement Learning Leveraging Symbolic Planning

Deep Reinforcement Learning (DRL) methods are famously known to have limited

capacity to provide the reasoning principles behind a decision, mainly because the logic is

automatically inferred from vast amounts of data and embedded in complex mathematical

structures that are successful but very opaque for humans. The aim of explainable AI is

to create insight into how and why AI models produce predictions while maintaining high

predictive performance levels. This chapter presents a method to achieve interpretability in

DRL by leveraging symbolic planning, which takes charge of sub-task scheduling, data-driven

sub-task learning, and sub-task evaluation, respectively1. In the following sections, they

are organized as follows. After a brief review on the lack of transparency in DRL methods

in 4.1, the related work is discussed in Section 4.2. The main framework is presented in

Section 4.3, in order to address the issue. Then interpretability is qualitatively evaluated via

causality in the experiments in Section 4.5, including the experimental setup and the analysis

on preliminary results.

4.1 Introduction

Deep reinforcement learning (DRL) algorithms have achieved tremendous successes in

sequential decision-making problems involving high-dimensional sensory inputs such as Atari

games [142]. The input states of Atari games are usually raw pixel images, and a deep neural

network is used to approximate Q-values, i.e., “Deep Q-Network” (DQN). This approach can

learn fine granular policies that surpass human experts. However, the learned knowledge

remains implicit in neural networks and is very opaque for humans. DRL algorithms usually
1Adapted with permission from [119, 117].
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require several millions of samples but still cannot learn long-horizon sequential actions for

problems with sparse feedback and delayed rewards, such as Montezuma’s Revenge [142].

The learning behavior based on the black-box neural network is nontransparent and hard to

explain and understand. Promoting transparency of DRL, especially emphasizing its need for

interpretability, is becoming crucial in this context. Here the definition of interpretability is

followed by [39, 54] where it describes the internals of a system in a way that is understandable

to humans. In real applications of decision-making, it is also instrumental in making the

system behavior interpretable to justify the decisions it makes, gain the trust from the human

users, improve the model by knowing why a certain outcome was produced, and provide

insights into their decision-making process [54, 2].

Although there are different methods to achieve interpretability, i.e., post-hoc inter-

pretability and intrinsic interpretability, the latter one is desired with increasing the inter-

pretability in DRL by leveraging symbolic planning. A recent study in cognitive science [48, 14]

suggests that causal reasoning is a central cognitive competency, allowing humans to predict

the future and to understand the causes of events. This observation leads a way to achieve

interpretability via causality. From the causal point of view, symbolic planning centers on

reasoning about changes and causality relations entailed by actions and events, which suits

this scenario perfectly. Symbolic planning has also been used to build mobile robots that

co-inhabit with humans, perform tasks for humans, and communicate with humans for task-

relevant information [64, 27, 86], all requiring higher level interpretability of their behavior.

Therefore, a Symbolic Deep Reinforcement Learning (SDRL) framework is introduced here. It

features a planner–controller–meta-controller architecture: (i) A planner uses prior symbolic

knowledge to perform long-term planning by a sequence of symbolic actions (sub-tasks) that

achieve its intrinsic goal; (ii) A controller uses DRL algorithms to learn the sub-policy for

each sub-task based on intrinsic rewards; (iii) A meta-controller learns on extrinsic rewards

by measuring the training performance of controllers and propose new intrinsic goals to the

planner.
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4.2 Related Work

Interpretability Studying interpretability concerns describing the internals of a system

in a way that is understandable to humans [39, 54]. Interpretability of deep learning

involves studying explaining deep neural network processing [172]. For interpretive DRL, the

program induction approach is used [207] to enable policy interpretability, but it is post-hoc

interpretable. By contrast, the proposed SDRL framework leverages symbolic knowledge

and causal reasoning to enable task-level interpretability for DRL, and it is intrinsically

interpretable.

Hierarchical Reinforcement Learning Hierarchical RL approach such as the options

framework [201] formulates the problem using a two-level hierarchy as aforementioned and is

one way to solve the challenge of learning long horizon action sequences with sparse rewards.

It often assumes that a set of useful options are predefined. [123, 124] focus on discovering

Eigen-based options and also attempt to solve the problem of learning policies over long time

horizons. However, it is difficult to interpret the options in their approaches. The closest

hierarchical RL work to this research is [91], utilizing a meta-controller to learn to sequence

sub-tasks. However, there is limited interpretability in [91] due to its definitions on sub-tasks.

By contrast, the proposed SDRL framework uses symbolic action languages to explicitly

represent objects, properties, and high-level transition dynamics. Then an out-of-box symbolic

planner is utilized to generate and improve plans, with symbolic transitions automatically

mapped to sub-tasks, leading to a more interpretable and expressive representation.

Integrating Symbolic Planning with Reinforcement Learning The integration of

symbolic planning and RL has been studied for a long time [70, 100, 221, 114, 79, 223],

most of which are based on the tabular representation of the domain. Compared with the

PEORL framework in Chapter 3, the proposed SDRL framework in this chapter inherits

the interpretability of symbolic planning with symbolic knowledge and extends both the
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generalization ability and interpretability to the domains with high-dimensional sensory

inputs, such as pixel images. In particular, the meta-controller in the SDRL framework is

introduced to bridge the gap of planning over symbolic states and DRL over pixel images by

learning at the task level with extrinsic reward derived from the training performance of DRL.

Meta-controller learning enables the planner to perform automatic selection on sub-tasks and

improve the plan by sequencing learnable sub-tasks.

Computational Models of Intrinsic Motivation A recent study [91] showed that

characterizing intrinsic motivation is important to address learning goal-directed behavior

facing sparse feedback and delayed rewards. In psychology, intrinsic motivation is defined

as accomplishing an activity for its inherent satisfactions rather than for some separable

consequences, driven by an internal utility function [156]. Intrinsically-motivated RL [29] uses

the framework of options. In comparison, the SDRL framework provides a computational

model where symbolic planning uses its internal utility function to measure its plan quality

so that this plan quality can motivate the agent to improve the plan by accumulating larger

rewards.

4.3 SDRL Framework

The underlying sequential decision-making problem is modeled as an MDP tuple

(S̃, Ã, P̃ a
ss′ , r, γ) where S̃ consists of states of high-dimensional sensory inputs such as pixel

images, Ã is the set of primitive actions, P̃ a
ss′ is the transition matrix, r is the reward function,

and γ is a discounting factor. In the following, S̃, Ã are used to denote the MDP state

space and action space, while S,A represent the symbolic state space and action space. The

goal here is to learn both a sequence of subtasks and the corresponding sub-policies so that

executing the sub-policy for each subtask one by one can achieve the maximal cumulative

reward.
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Figure 4.1: Overview of the SDRL framework

To solve this problem, a symbolic structure, i.e., a set of causal rules that captures objects,

fluents, and how their values are changed by executing subtasks, is assumed to be given by

human experts. While a pre-defined symbolic representation requires some work from human

experts, it has been observed that the majority of discrete dynamic domains share surprising

similarities and can be formulated based on a set of general-purpose action modules [42, 73],

and symbolic representation is elaboration-tolerant: adding new information usually doesn’t

require a significant change of existing knowledge. Consequently, the symbolic formulation

for one problem can be easily applied to another by instantiating a different set of objects or

adding a few more rules. For instance, Taxi domain, a benchmark problem of HRL, concerns

the movement of a taxi in a grid world, carrying passengers and dropping off a passenger at

the destination, while Montezuma’s Revenge, a seemingly drastically different Atari game,

concerns the movement of an Avatar among a set of locations (ladders, platforms, doors,

ropes, etc.), picking up a key and using the key to open a door. Both domains involve the

formulation of spatial movement, co-location of objects, and utility of objects. Furthermore,

the SDRL framework is intended to start with a coarse granular, high-level abstract domain

formulation, so that decision-making can be robust and flexible facing domain change and

uncertainty. Consequently, the laborious effort of crafting an accurate symbolic model is

neither necessary nor useful.
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With a symbolic representation given by the human expert, the SDRL architecture

is shown in Fig. 4.1. A symbolic planner generates high-level plans, i.e., a sequence of

subtasks, to meet its intrinsic goal. An intrinsic goal is a measurement of plan quality, which

approximates how much cumulative reward the plan may achieve. A pre-trained function

is assumed to be given that can associate each sensory input with a symbolic state, i.e.,

performing symbol grounding, so that subtasks on the MDP space can be induced based on

symbolic states and the pre-trained function. The reward structure of core MDP is extended

by introducing intrinsic reward and extrinsic reward to facilitate two levels of learning tasks.

The sub-policies for the action level are learned using DRL algorithms based on intrinsic

reward, with pseudo-rewards to encourage the agent to learn skills to achieve each subtask.

As DRL continues, a metric is used to evaluate the competence of learned sub-policies, such as

the success ratio over a number of episodes, from which extrinsic reward is derived. When the

sub-policy is learned and reliably achieves the subtask, the extrinsic reward is equivalent to

the environmental reward. By using extrinsic reward, the meta-controller performs R-learning

that reflects the long-term average reward and gains the reward of selecting each subtask.

The learned values are returned to the symbolic planner and used to measure plan quality

and propose new intrinsic goals for the planner to improve the plan by either exploring new

subtasks or by sequencing learned subtasks that supposedly can achieve higher rewards in

the next iteration. The entire process is formally defined as follows.

4.3.1 Symbolic Representation

A tuple (I,G,D) is a symbolic planning problem, where D is an action description

defined on signature σ, I is initial state and G is the intrinsic goal.

Similar to PEORL, the action language BC is used to demonstrate the essence of the

action description, but a similar formulation can be represented easily using other planning

languages such as PDDL. In addition to usual causal laws that describe the preconditions

and effects of actions (dynamic laws) and static relationships between fluents (static law),
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D consists of causal laws that formulate gain rewards of executing actions and its effect on

cumulative plan quality:

• For any symbolic state that contains atoms {A1, . . . , An}, D contains static laws of the

form: s if A1, . . . , An, for state s ∈ S.

• The new fluent symbols of the form ρ(s, a) are introduced to denote the gain reward

at state s following action a. D contains a static law stating by default, and the

gain reward is initialized optimistically, denoted as INF , to promote exploration:

default ρ(s, a) = INF , for s ∈ S, a ∈ σA(D).

• The fluent symbol quality is used to denote the cumulative average-adjusted reward of a

plan, termed as plan quality. D contains dynamic laws of the form: a causes quality =

C + Z if s, ρ(s, a) = Z, quality = C.

• D contains a set P of facts of the form ρ(s, a) = z.

I is the initial symbolic planning state, and G is an intrinsic goal which is a linear constraint

of the form

quality > quality(Π), (4.1)

for a symbolic plan Π measured by the internal utility function quality defined as

quality(Π) =
∑

⟨si,ai,si+1⟩∈Π

ρ(si, ai). (4.2)

The definition of intrinsically motivated goal (4.1) is different from standard PEORL, in

which a goal consists of the linear constraint of the form (4.1) plus a set of logical constraints

specifying the goal condition, given by the human designer towards a particular task. The

intrinsic goal in SDRL drops the logical constraint part and enables “model-based exploration

by planning”, which is more suitable for RL problems where the agent’s behavior is driven by

reward.
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4.3.2 From Symbolic Transitions to Options

Given the set S of symbolic states, i.e., a complete set of fluent atoms, assume that

there is an available pre-trained oracle capable of answering whether the symbolic properties

specified as fluent atoms of the form f = v in s are true in the high-dimensional sensory

input s̃, and define the mapping F as F : S × S̃ 7→ {t, f}. In the case of Atari games, such

a pre-trained function can be a perception module that performs object recognition and

performs symbol grounding based on the predefined semantics of symbols. For instance, the

perception module can answer if the avatar picked the key by checking if the bounding box of

the avatar overlaps with the bounding box of the key. Due to the recent progress of computer

vision, such a perception module is assumed to be generally available.

Given F and a pair of symbolic states s, s′ ∈ S, a semi-Markov option can be induced

as a triple (I, π, β) where the initiation set I = {s̃ ∈ S̃ : F(s, s̃) = t}, π : S̃ 7→ Ã is the

intra-option policy, and β is the termination condition such that

β(s̃′) =

 1, F(s′, s̃′) = t, for s̃′ ∈ S̃,

0, otherwise.

The formulation above maps symbolic transition to a similar structure of options.

4.3.3 Intrinsic and Extrinsic Rewards

To facilitate learning at the action level and the task level, the intrinsic reward is defined

at the action level as

ri(s̃′) =

 ϕ, β(s̃′) = 1,

r, otherwise.
(4.3)

where ϕ is a large number encouraging achieving subtasks and r is the reward from the

environment at state s̃′. If reward is sparse, (4.3) is usually a simple binary form. Furthermore,

the extrinsic reward for selecting subtask g at symbolic state s is defined as re(s, g) = f(ϵ),
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where f is a function about ϵ, a criterion that measures the competence of the learned

sub-policy for each subtask. The ϵ is defined as the success ratio, which is the average rate of

successfully completing the subtask over the previous 100 episodes. f can be defined as

f(ϵ) =

 −ψ, ϵ < 0.9,

r(s, g), ϵ ≥ 0.9.
(4.4)

where ψ is a large number to punish selecting unlearnable subtasks, r(s, g) is the discounted

cumulative reward obtained from the environment by following the subtask g, and 0.9 is the

threshold. Unlearnable sub-tasks here refer to the sub-tasks that are too difficult to learn by

the controller on the condition that the success ratio of achieving a sub-task cannot keep

above the threshold value of 0.9 after the training by episodes. Intuitively, the definition of

extrinsic rewards means if the sub-policy can reliably achieve the subgoal, then the extrinsic

reward at s′ reflects true cumulative environmental reward of following the subtask; otherwise,

the extrinsic reward at s′ is negative, indicating that the sub-policy performs badly and is

probably not learnable.

A plan Π of (I,G,D) is considered to be optimal iff
∑

⟨s,a,s′⟩ re(s, g) is maximal among

all plans.

4.3.4 Planning and Learning Loop

The planning and learning process is shown in Algorithm 5. At any episode t, symbolic

planner uses a logical representation D, an initial state I, and an intrinsic goal G to generate

a symbolic plan Πt.The symbolic transitions of Πt correspond to subtasks and sent to a

controller to learn the sub-policy for each subtask over a predefined number of steps. The

controller performs deep Q-learning with intrinsic rewards ri using experience replay. The

controller estimates the Q value Q(s̃, ã; g) ≈ Q(s̃, ã; θ, g), where θ is the parameter of the

non-linear function approximator. The experience of executing actions in the environment
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Algorithm 5 SDRL Planning and Learning Loop
Require: (I,G,D,F) where G = (quality > 0), and an exploration probability ϵ

Initialization: P0 ⇐ ∅, Π0 ⇐ ∅
for t = 1 . . . end of episodes do
Π∗ ⇐ Πt−1

take ϵ probability to solve planning problem and obtain a plan Πt ⇐
clingo.solve(I,G,D ∪ Pt−1)
if Πt = ∅ then

return Π∗

end if
for symbolic transition ⟨s, a, s′⟩ ∈ Πt do

obtain current state s̃
correspond to subtask g by using F to obtain initiation set and terminate condition
while β(s̃) ̸= 1 and maximal step is not reached do

pick up an action ã and obtain transition (s̃, ã, s̃′, ri(s̃′))
store transition in experience replay buffer Dg

estimate Q(s̃, ã; θ, g) by minimizing loss function Eq. (4.5) when there are sufficient
samples in Dg

update current state s̃⇐ s̃′

end while
calculate extrinsic reward re(s, g)
update R(s, g) and ρg(s) using Eq. (4.6).

end for
calculate quality of Πt by Eq. (4.2).
update planning goal G⇐ (quality > quality(Πt)).
update facts Pt ⇐ {ρ(s, a) = z : ⟨s, a, s′⟩ ∈ Πt, ρ

a
t (s) = z}

end for

< s̃t, ãt, re(s̃t+1, g), s̃t+1 > is stored in memory Dg, and the loss function is defined as

L(θ; g) = E(s̃,ã,g,ri,s̃′)∼Dg [re + γmaxã′ Q(s̃, ã
′; θi−1, g)−Q(s̃, ã; θi, g)]2, (4.5)

where i denotes the iteration number. After maximal steps are reached, the success ratio of

controller’s sub-policy or the true environmental rewards are used to derive extrinsic rewards.

Meta-controller performs R-learning based on extrinsic rewards for the symbolic transitions
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⟨st, at, st+1⟩ that corresponds to the subtask gt:

Rt+1(st, gt)
α←− re − ρgtt (st) + maxg R(st, g),

ρgtt+1(st)
β←− re +maxg Rt(st+1, g)−maxg Rt(st, g).

(4.6)

After R-learning is performed, the quality of the symbolic plan Πt is measured by Eq. (4.2).

The plan quality quality(Πt) is used to update intrinsic goal, and learned ρ values are passed

back into the symbolic formulation for a new plan to be generated. The loop continues until

the symbolic plan Π∗ cannot be further improved.

4.4 Theoretical Analysis

The algorithm guarantees symbolic level optimality conditioned on R-learning conver-

gence.

Theorem 4.1 (Termination). If the meta-controller’s R-learning converges, Algorithm 5

terminates iff an optimal symbolic plan exists.

Proof. When R-learning converges, for any transition ⟨s, a, t⟩, the increment terms in (4.6)

diminish to 0, which implies

R(s, a) = max
a′

R(s, a′), (4.7)

ρa(s) = re(s, a)−max
a′

R(s, a′) + max
a′

R(t, a′). (4.8)

Algorithm 5 terminates iff there exists an upper bound of plan quality iff there does not

exist a plan with a loop L such that
∑

⟨s,a,t⟩∈L ρ
a(s) > 0, By (4.7) and (4.8), it is equivalent

to
∑

⟨s,a,t⟩∈L (re(s, a)−R(s, a) +R(t, a)) ≤ 0 iff
∑

⟨s,a,t⟩∈L re(s, a)−R(s|L|, a) +R(s0, a) ≤ 0

Since L is a loop, s|L| = s0, so
∑

⟨s,a,t⟩∈L re(s, a) ≤ 0 iff any plan Π does not have a positive

loop of cumulative reward. This is equivalent to the condition that optimal plan exists, which

completes the proof.
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Theorem 4.2 (Optimality). If meta-controller’s R-learning converges, when Algorithm 5

terminates, Π∗ is an optimal symbolic plan.

Proof. By [95, Theorem 2], Π∗ is a plan for planning problem (I,G,D). For Π∗ returned

when Algorithm 5 terminates, quality(Π) ≤ quality(Π∗) for any Π iff

∑
⟨s,a,t⟩∈Π

ρa(s) ≤
∑

⟨s,a,t⟩∈Π∗

ρa(s).

By (4.8), the inequality is equivalent to

∑
⟨s,a,t⟩∈Π

re(s, a) +R(s|Π|, a) ≤
∑

⟨s,a,t⟩∈Π∗

re(s, a) +R(s|Π∗|, a).

Since s|Π| and s|Π∗| are terminal states of each symbolic plan with no options available, it has∑
⟨s,a,t⟩∈Π re(s, a) ≤

∑
⟨s,a,t⟩∈Π∗ re(s, a). This completes the proof.

4.5 Empirical Evaluation

4.5.1 Evaluation Metric and Baselines

Regarding interpretability, it is qualitatively evaluated through the task-level causality.

For sample efficiency, it is quantitatively measured by the number of samples needed for

training. Besides, the cumulative reward is also used to demonstrate the performance level of

the agent, considering its interpretable capability.

The hierarchical DQN (hDQN) [91] is used as the baseline.

4.5.2 Experimental Setup

Taxi domain [12] is used to demonstrate the behavior of intrinsically motivated planning,

while Montezuma’s Revenge [142] is used to evaluate the performance regarding interpretability

and data-efficiency.
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Taxi Domain A taxi starts at any location in a 5× 5 grid map (Fig. 4.4a) with a passenger

and a destination. Every movement has a reward of −1. Successful drop-off receives a reward

of 50. Improper pick-up or drop-off receive a reward of −10. An extra coupon is introduced at

(4, 4) where the taxi can only collect once, gaining a reward of 10. In tabular representation,

the intrinsic goal is the only difference between SDRL and standard PEORL, and I will

demonstrate how intrinsically motivated goal affects exploration.

A sequence of 10 tasks is considered here - the reward of successfully dropping off the

passenger for each task declines by 5. For example, the reward of successful dropping off the

passenger in Task 1 is 50, while that of Task 2 would be 45. Reward change happens after

every 2000 episodes, and the taxi’s location is always reset to (0, 4). Standard PEORL has a

fixed final goal, i.e., drop off the passenger at the destination.

SDRL is compared with standard PEORL and a linear successor representation (SR)

learner [98], a common approach to implementing transferable RL for tasks with reward

change.

Montezuma’s Revenge “Montezuma’s Revenge” requires the player to navigate the

explorer through several rooms while collecting treasures. For the first room, the player has

to first pick up the key by climbing down the ladders and moving towards the key in order

to pass through doors, resulting in a long sequence of actions before receiving a reward for

collecting the key (+100). After that, the player has to move towards the door and open it,

which results in another reward (+300). Optimal execution requires more than 200 primitive

actions. Vanilla DQN frequently achieves a score of 0 on this domain [142].

The experiment setup follows the DQN controller architecture [91] with double-Q learning

[206] and prioritized experience replay [182]. The architecture of the deep neural networks

is shown in Table 4.1. The experiment is conducted using Arcade Learning Environment

(ALE) [13]. The customized algorithms are built based on ALE API to recognize the locations

of the agent, the skull, ladders and platforms from pixels and the mapping function F. The
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No. Layer Details
1 Convolutional Layer 32 filters, kernel size=8, stride=4, activation=‘relu’
2 Convolutional Layer 64 filters, kernel size=4, stride=2, activation=‘relu’
3 Convolutional Layer 64 filters, kernel size=3, stride=1, activation=‘relu’
4 Fully Connected Layer 512 nodes, activation=‘relu’
5 Output Layer activation=‘linear’

Table 4.1: Neural Network Architecture for Montezuma’s Revenge

intrinsic reward follows (4.3) with ϕ = 1 and r = −1 when the agent loses its life. Extrinsic

reward follows (4.4) where ψ = 100 and define r(s, g) = −10 for ϵ > 0.9 to encourage shorter

plan.

% object declaration
location(mp;rd;ls;lll;lrl;key).
% dynamic causal law declaration
move(L) causes loc=L if location(L).
move(L) causes cost=L+Z if rho((at(L1)),move(L))=Z,

loc=L1,picked(key)=false.
move(L) causes cost=L+Z if rho((at(L1),picked(key)),

move(L))=Z,loc=L1,picked(key)=true.
inertial loc. inertial quality.
% static causal law declaration
picked(key)=true if loc=key.
nonexecutable move(key) if picked(key).
default rho((at(L1)),move(L))=10.
default rho((at(L1),picked(key)),move(L))=10.

Figure 4.2: Montezuma’s Revenge in BC

The domain knowledge is formulated in action language BC (Fig. 4.2) based on 6 pre-

defined locations: middle platform (mp), right door (rd), left of rotating skull (ls), lower

left ladder (lll), lower right ladder (lrl), and key (key) (Fig. 4.3). The input language can

be processed by software cplus2asp and translated into the input language of clingo for

symbolic planning. The function F maps the symbolic transition to 13 subtasks (Table 4.2).

It is worth noting that the subtask definition in SDRL is different from hDQN. In hDQN, a

subtask is associated with an object, but in the SDRL framework, a subtask is defined as
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Figure 4.3: Pre-defined locations or objects.

a symbolic transition with initiation set and termination condition mapped from a pair of

states whose properties are satisfied by a set of logical literals.

No. subtask policy learned in optimal plan
1 MP to LRL, no key ✓ ✓
2 LRL to LLL, no key ✓ ✓
3 LLL to key, no key ✓ ✓
4 key to LLL, with key ✓ ✓
5 LLL to LRL, with or without key ✓ ✓
6 LRL to MP, with or without key ✓ ✓
7 MP to RD, with key ✓ ✓
8 LRL to LS, with or without key ✓
9 LS to key, with or without key ✓
10 RD to MP, no key ✓
11 LRL to key, with or without key
12 key to LRL, with key
13 LRL to RD, with key

Table 4.2: Subtasks for Montezuma’s Revenge

4.5.3 Results and Discussions

In the following plots, the 1M is used to denote 1 million and 1K to denote 1000.

70



(a) Taxi domain

(b) Learning curve

Figure 4.4: Results on Taxi domain

Taxi Domain The result is collected and averaged over 10 runs, and learning curves of

cumulative reward are shown in Fig. 4.4b. From Task 1 to Task 7, the optimal policy is

to pick up the coupon and then drop off the passenger (the route with dark red color in

Fig. 4.4a). Both Standard PEORL and SDRL can learn the optimal policy. As the zoom-in

of Task 1 (first 2k episodes) shown in Fig. 4.4a, SDRL does not converge as fast as SR-learner
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initially due to the fact that the exploration of SDRL based on planning with intrinsic goals

is not as aggressive as model-free exploration. SDRL does not converge as fast as standard

PEORL either because SDRL is not given the explicit planning goal of dropping off the

passenger, and it needs to explore the states to discover the reward, unlike standard PEORL.

SR-learner performs the worst by only dropping off the guest without picking up the coupon.

After exploring the state space in Task 1, from Task 2 onwards, SDRL converges as fast

as SR-learner and standard PEORL. However, as the reward of dropping off the passenger

keeps declining, from Task 8 onwards, the optimal policy changes to just pick up the coupon.

The new optimal policy is successfully learned by SDRL due to intrinsic goal (the route with

blue color in Fig. 4.4a), while both standard PEORL and SR learner does not change their

policy from previously learned ones. The inadequacy of SR in transferring to an optimal

policy with a different goal was also pointed out in [98]. Standard PEORL cannot change

its plan due to the fixed planning goal, showing that an explicitly given planning goal may

unnecessarily restrict the exploration of RL, while intrinsic goals in SDRL allows the agent

to flexibly changes its goal based on the reward structure of the tasks, which is more suitable

to solve RL problems.

Montezuma’s Revenge While sample efficiency is easy to demonstrate quantitatively,

interpretability is a qualitative metric. It is shown that the planning and learning process on

subtasks and their sequencing can be understood from the figures, providing insights and

transparency on how learning an optimal behavior progresses under the hood.

Interpretability The description of subtasks can refer to both Fig.4.5d and Table4.2. Only

achieving Subtask 3 (picking up the key) and Subtask 7 (opening the right door) can receive

the external reward of +100 and +300 respectively, while other subtasks will receive the

reward of 0 from the environment. Compared with hDQN, SDRL is more descriptive and

interpretable and also makes sub-policy for each subtask to be more easily learned and

subtasks more easily sequenced.
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(a) Learning curve (b) Success ratio

(c) Samples required (d) Final solution

Figure 4.5: Experimental results on Montezuma’s Revenge

(a) Sub-tasks 11-13 (b) Sub-task List

Figure 4.6: Demonstration on sub-tasks 11-13

During the experiment, Subtasks 1–10 are successfully learned by DQNs, with 7 of them

being selected in the final solution. It should be noted that the order of learning subtasks

does not depend on the order they appear in the final optimal plan. For instance, Subtask 6

was learned early but appears later in the final optimal plan. This suggests that the subgoals
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(a) Sub-task 10 (b) Sub-task List

Figure 4.7: Demonstration on sub-task 10

(a) Sub-tasks 8-9 (b) Sub-task List

Figure 4.8: Demonstration on sub-tasks 8-9

proposed for learning by the symbolic planner are activated only when the starting state

is satisfied, and once learned, can be easily sequenced and reused in other plans. Subtasks

8–13 (Figure 4.8a,4.7a,4.6a) are pruned during learning process due to bad extrinsic rewards

derived from training performance. Subtask 8, from the lower right ladder to the left of the

rotating skull, reaches a success ratio of 0.9 but later quickly drops back to 0 due to the

instability of DQN. Subtasks 9 and 10 do not contribute to the optimal plan and are therefore

dropped by the planner as well. Subtasks 11 – 13 (Figure 4.6a) are shown to be too difficult

to learn in the experiments and discarded by the planner due to poor extrinsic rewards.

Sample Efficiency The data of results is collected from 10 runs, and the shadow in the

Fig. 4.5a is the variance among these runs. The learning curve of SDRL (Fig. 4.5a) shows

that the agent first discovered the plan of collecting key after 0.5M samples by sequencing

subtasks 1–3. Intrinsically motivated planning encourages exploring untried subtasks, and
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by learning more subtasks to move to other locations, the agent finally converges to the

maximal cumulative external reward of 400 around 1.5M samples by sequencing subtasks

1–7 (Fig. 4.5d). By comparison, hDQN cannot reliably achieve a score of 400 around 2.5M

samples. The variance of SDRL is smaller than that of hDQN, partially due to the fact that

the definition of subtask in SDRL is easier to learn than the one defined in hDQN, leading to

more robust and stable learning.

4.6 Summary

In this chapter, the SDRL framework is proposed that uses explicitly represented symbolic

knowledge to perform high-level symbolic planning based on intrinsic goal and utilizes DRL

to learn low-level control policy, leading to improved task-level interpretability for DRL

and data-efficiency, which are validated by evaluation on the challenging problem with

high-dimensional sensory inputs.

Regarding interpretability, to the best of knowledge, this is the first work that integrates

symbolic planning with DRL to achieve task-level interpretability by explicitly encoding

planning knowledge and learning into human-readable sub-tasks. Benefiting from the insight

into how and why a particular outcome is produced by the model, the SDRL agent can

maintain the high-performance level as well.

Regarding data efficiency, the proposed SDRL method has dramatically reduced the

data samples by automatically selecting and learning control policies of modular sub-tasks,

compared to the state-of-the-art approach. On the one hand, prior knowledge from the

planning side can guide RL for effective exploration. On the other hand, hierarchy in SDRL

also lends itself to a temporal abstraction so that the problem can be solved at an abstract

level before delving into details.
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Chapter 5

A Planner-Actor-Critic Architecture for Human-Machine Collaborative Decision-Making

The capabilities of autonomy have grown to encompass new application spaces that

until recently were considered exclusive to humans. In the past, automation has focused

on applications where it was preferable to completely replace humans. Today, though, we

have the opportunity to leverage the complementary strengths of both human and autonomy

technologies to maximize performance and limit risk, and the human should therefore remain

“in” or “on” the loop. This chapter presents a method to achieve human-machine collaboration,

1, where an agent uses prior knowledge to plan for goal-directed actions and integrates RL’s

actor-critic algorithm to fine-tune its behavior towards environmental rewards and human

feedback. In the following sections, they are organized as follows. After a brief review on

how human involvement can be incorporated into an autonomous system, two issues are

centered with the human-on-the-loop paradigm in Section 5.1. Related work is discussed

in Section 5.2. To address those issues, the framework design is presented in Section 5.3.

Finally, the evaluation metric and baseline, experimental setup, and preliminary results are

shown in Section 5.4.

5.1 Introduction

An autonomous agent or system is typically a closed loop of sense-think-act, where it

receives information from its environment through sensors (as sense), processes the information

derived from these data (as think), and performs an action (as act) accordingly without

further human intervention. Autonomy, therefore, is the ability of the machine agent to act

without direct human intervention. Increasing autonomy is generally equated with greater
1Adapted with permission from [118].
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adaptation to the environment, sometimes known as more intelligent, and enables the machine

agent to make their own decisions in wide-ranging circumstances. However, while today’s

most advanced robotics and autonomous systems can handle diverse situations, they still

have some problems about ambiguity resulting from inaccurate sensors, inefficient learning

and decision-making algorithms, lack of safety, and unpredictable environments. Besides, it

remains challenging for a fully autonomous agent when facing combinatorial problems with

large search space, computationally intensive problems, or heuristic-heavy problems. An

alternative to resolve the above issues is to keep a human “in/on” the sense-think-act loop,

taking advantages of both the intuition and experience from a human, and the computation

capabilities from a machine. This combination can lead to the human-machine collaborative

decision-making [129], where its goal is to generate solutions that improve upon those that

are generated either solely by a human or solely by a machine.

There are two different kinds of human involvement with an autonomous agent: (i)

human-in-the-loop, where an autonomous agent provides information to a human in order for

them to make a decision; (ii) human-on-the-loop, where a human supervises an autonomous

agent making a decision. From the perspective of trustworthy AI, keeping a human as

either an active participant (“in-the-loop”) or a supervisory role (“on-the-loop”) is of great

importance to ensure safe and effective operation and increase trust in AI systems. Compared

to human-in-the-loop, human-on-the-loop enables humans to have a minimal task load for

decision making, which is more widely used for human-machine collaboration. There are

two major issues in the context of human-on-the-loop. The first issue is “how to effectively

shape the machine behavior with human evaluative feedback ”. The feedback here refers to the

supervisory oversight provided by a human. In addition, the human feedback can be assumed

to be flawed sometimes, but both humans and machines must have a common task goal. As

pointed out by the previous work [111, 69, 213], the evaluative feedback is a more accessible

human interaction modality, especially for non-expert users, and is valuable for improving

the agent’s behavior. The second issue is “how to mitigate the safety concern, and reduce
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training samples made costly by poor performance (e.g., involving property damage, financial

loss, etc.)”.

In order to address the aforementioned problems, therefore, the framework of Planner–

Actor–Critic for huMAN-machine collaborative decision-making (PACMAN) is introduced

here. PACMAN is a human-on-the-loop solution in which humans maintain oversight while

the intelligent agent is empowered to autonomously make decisions with planning and learning.

Specifically, the human feedback is interpreted as an estimation of the advantage function

Aπ(s, a)2 in actor-critic algorithms of RL, similar to COACH framework [122, 121]. Based

on the prior, explicitly encoded knowledge, the planning component can lead to efficient

and meaningful exploration with safety constraints. It is significant to note that the prior

knowledge about the domain formulation is abstract, which is usually insufficient to generate

an optimal plan in a dynamic environment with uncertainty. However, the agent can further

learn domain details to refine its behavior simultaneously from both environmental rewards

and human feedback, which jointly contributes to the high-performance level of the agent.

While the framework of PACMAN is generic enough so that various logic-based languages

can be used (i.e., PDDL [137]), it is instantiated by using action language BC, and answer

set solver Clingo to perform symbolic planning.

5.2 Related Work

A key feature in RL is the use of a reward signal since it is critical to encourage the

desired behaviors while still being learnable. Therefore, human feedback can be treated as a

reward function, and standard RL algorithms are able to apply directly [75, 166]. In those

approaches, humans give feedback in anticipation of good actions instead of rewarding or

punishing the agent’s recent actions. However, this restricts the feedback strategies that

humans can use and hence limits its applicability. Besides, previous work has shown that the
2An advantage function Aπ(s, a) is a state-action value roughly corresponding to how much better or

worse an action a is compared to the current policy at state s.
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positive reward cycle can be induced by interpreting human feedback as a reward function [68],

leading to unintended behaviors.

Interactive shaping, such as TAMER framework [88, 89], is another way for shaping an

agent’s behavior from human feedback, where the agent will be trained through the positive

and negative human reinforcement signals. Human feedback in this approach is more similar

to an action value (or called a Q-value), where an observing human user provides feedback

signals as the agent attempts to perform a task. However, TAMER tended to forget behavior,

requiring feedback for previously learned decisions to be resupplied after learning a new

decision.

Advise [59] and SABL [112] are the other two closely related approaches where both of

them treat feedback as discrete probabilistic evidence of human’s target policy. Specifically,

Advise [59] formulates human feedback as policy labels and uses these labels to infer what

the human believes is the optimality of the labeled action in a state. For SABL [112], its

probabilistic model can additionally include learnable parameters for describing how often

a human is expected to give explicit positive or negative feedback. They both assume that

the human’s strategy should be optimal and is known before providing the feedback signals.

However, the human strategy is mostly unknown in practice, and the human might change

the strategy during training.

Learning from demonstration (LfD) is also a related research area where humans can

directly demonstrate the desired behavior and have the agent learn from the demonstra-

tions [8]. In addition, human feedback can be interpreted as the preference among trajectories

demonstrated by the agent [3, 218, 4, 30]. Specifically, the agent selects a new candidate policy

and demonstrates it, while humans emit preferences and rank the agent’s demonstrations

to provide the feedback. But it is limited to the domains since it is not always possible or

convenient to provide demonstrations.

Different from the previous approaches, the COACH algorithm [122, 121] models human

feedback as the advantage function. This interpretation of human feedback induces policy
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shaping in that whether the feedback is positive or negative for an action depends on whether

it is a net improvement over the current behavior, which makes COACH more effective than

others. However, all previous approaches do not handle well with the case when the feedback

comes from a non-expert human user and may be infrequent, occasionally inconsistent, or even

risky. By contrast, the proposed PACMAN framework uses prior knowledge and generates a

goal-directed plan that is further to be fine-tuned by reinforcement learning and a human

user. All three information sources, prior knowledge, environmental reward, and human

feedback, can jointly contribute to obtaining the optimal behaviors, reducing the effect of

misleading or inappropriate feedback from a non-expert human user.

5.3 PACMAN Framework

Figure 5.1: Overview of the PACMAN framework.

In this section, the PACMAN architecture will be presented, which is shown in Figure 5.1.

With the encoded prior knowledge and the policy function (from the actor), the symbolic
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Figure 5.2: A possible sample-based planning result for 3-grid domain

planner would generate a plan that contains a sequence of actions and send it to RL (actor-

critic) to execute. During the interaction between RL and environment, the estimation of

advantage function can be either from TD error computed by the critic or the value of human

feedback. The detailed process will be defined formally as follows.

5.3.1 Sample-Based Symbolic Planning

Firstly, a sample-based planning problem is introduced as a tuple (I,G,D, πθ) where I

is the initial state condition, G is a goal state condition, D is an action description in BC,

and πθ is a stochastic policy function parameterized by θ, i.e., a mapping S × A 7→ [0, 1].

For D, defines its l-step sampled action description Dl
π = Ds ∪Dd ∪

⋃l
t=1 P

t
π with respect to

policy π and time stamp 1 ≤ t ≤ l, where

• Ds is a set of causal laws consisting of static laws and dynamic laws that does not

contains action symbols;

• Dd is a set of causal laws obtained by turning each dynamic law of the form

a causes A0 if A1, . . . , Am, (5.1)
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Algorithm 6 Sample-Based Symbolic Planning
Require: a sample based planning problem (I,G,D, πθ)
Π⇐ ∅, calculate D0

π, k ⇐ 1
while Π = ∅ and k < maxstamp do

sample P k
π over p(s, a) ∼ πθ(·|s) for s ∈ S, a ∈ A

Dk
π ⇐ Dk−1

π ∪ P k
π

Π← Clingo.solve(I ∪G ∪ T (Dk
π))

k ← k + 1
end while
return Π

into rules of the form

a causes A0 if A1, . . . , Am, p(s, a), (5.2)

where p is a newly introduced fluent symbol and {A1, . . . , Am} ⊆ s, for s ∈ S; and

• P t
π is a set of facts sampled at timestamp t that contains p(a, s) such that

p(s, a) ∈ P t
π ∼ π(·|s, θ), (5.3)

where for s ∈ S, A ∈ A.

Define translation T (Dl
π) as

PN l(Ds ∪Dd) ∪
l⋃

t=1

{p(s, a, t) for p(s, a) ∈ P t
π}, (5.4)

that turns Dl
π into answer set program. A sample-based plan up to length l of (I,G,D, πθ)

can be calculated from the answer set of program T (Dl
π) such that I and G are satisfied.

The planning algorithm is shown in Algorithm 6.

Example. Consider 3×1 horizontal grid world where the grids are marked as state 1, 2, 3,

horizontally. Initially, the agent is located in state 1. The goal is to be located in state 3.

The agent can move to the left or right. Using action language BC, moving to the left and
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moving to the right can be formulated as dynamic laws

moveleft causes Loc = L− 1 if Loc = L,

moveright causes Loc = L+ 1 if Loc = L.
(5.5)

Turning them into sample-based action description leads to

moveleft causes Loc = L− 1 if Loc = L, p(L,moveleft),

moveright causes Loc = L+ 1 if Loc = L, p(L,moveright).
(5.6)

The policy estimator πθ accepts an input state and output probability distribution on actions

moveleft and moveright . Sampling πθ with input s at time stamp i generates a fact of the form

p(s, a, i) where a ∈ {moveleft ,moveright} following the probability distribution of πθ(·|s).

At any timestamp, clingo solves answer set program consisting of rules translated from

the above causal laws:

loc(L-1,k+1):-moveleft(k),loc(L,k), p(L,moveleft,k),

loc(L+1,k+1):-moveright(k),loc(L,k), p(L,moveright,k).

for timestamp 1, . . . , k, plus a set of facts of the form p(s,a,i) sampled from πθ where for

states s ∈ {1, 2, 3} and timestamps i ∈ {1, . . . , k}. Note that the planner can skip time

stamps if there are no possible actions to use to generate a plan based on sampled results.

Figure 5.2 shows possible sampling results over three timestamps, and a plan of 2 steps is

generated to achieve the goal, where timestamp two is skipped with no planned actions.

Since sample-based planning calls a policy approximator as an oracle to obtain probability

distribution and samples the distribution to obtain available actions, it can be easily applied

to other planning techniques such as PDDL planning. For instance, the policy appropriator

can be used along with heuristics on a relaxed planning graph [67].
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5.3.2 Planning and Learning Loop

The planning and learning loop for PACMAN, as shown in Algorithm 7, starts from a

random policy (uniform distribution over action space) and then generates a sample-based

symbolic plan. After that, it follows the plan to explore and update the policy function πθ,

leading to an improved policy, which is used to generate the next plan.

Algorithm 7 PACMAN
Require: (I,G,D, πθ) and a value function estimator Vx

for episode = 0, 1, . . . ,maxepisode do
Generate symbolic plan Π from (I,G,D, πθ) by Algorithm 6
for ⟨si, ai, ri, si+1⟩ ∈ Π do

Compute TD error as δi = ri + γVxi+1
(si+1)− Vxi+1

(si).
Update Vx via xi+1 = xi + αδi∇Vxi

(si).
if human feedback fi is available then

Replace TD error δi with human feedback fi.
end if
Update πθ via θi+1 = θi + βδi∇ log πθ(ai|si).

end for
end for

For the i-th experience tuple of an episode, (si, ai, ri, si+1), the TD error is computed as

δi = ri + γVxi+1
(si+1)− Vxi+1

(si), which is a stochastic estimation of the advantage function.

The value function Vx is updated using reinforcement learning approaches, such as TD

method [200]: xi+1 = xi + αδi∇Vxi
(si), where α is the learning rate. The policy function πθ

will be updated by θi+1 = θi + βδi∇ log πθ(ai|si), where β is the learning rate. If the human

feedback signal fi is available, then it will be used to update the policy function; On the

other hand, if no human feedback signal is available at this iteration, TD error will be used to

update the policy function directly. For this reason, human feedback here can be interpreted

as guiding exploration towards human preferred state-action pairs.
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5.4 Empirical Evaluation

5.4.1 Evaluation Metric and Baselines

Performance is one of the ways to indicate if an agent is well-behaved. Therefore, the

cumulative reward (i.e.,
∑T

k=0 rt+k, the sum of all rewards received so far) is used to evaluate

the behavior of an agent. The statistics are conducted on the collected results and empirically

measure the sample efficiency.

For the baselines compared with PACMAN in the experiments, they are TAMER+RL

Reward Shaping from [89], BQL Reward Shaping from [59], and PACMAN without symbolic

planner (AC with Human Feedback) as the ablation analysis.

5.4.2 Experimental Setup

The proposed method is evaluated in RL-benchmark problems: Four Rooms [201] and

Taxi domain [12]. Here considers the discrete value of (positive or negative) feedback with the

cases of ideal (feedback is always available without reverting), infrequent (only giving feedback

at 50% probability), inconsistent (randomly reverting feedback at 30% probability), and

infrequent+inconsistent (only giving feedback at 50% probability, while randomly reverting

feedback at 30% probability). All plotting curves are averaged over ten runs, and the shadow

around the curve denotes the variance.

(a) Four Room domain (b) Helpful feedback (c) Misleading feedback

Figure 5.3: The snapshot of 2 scenarios on Four Rooms domain
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Four Rooms Four Rooms domain is shown in Fig. 5.3a. In this 10×10 grid, there are 4

rooms and an agent navigating from the initial position (5,2) to the goal position (0,9). If the

agent can successfully achieve the task, it would receive a reward of +5. And it may obtain a

reward of -10 if the agent steps into the red grids (dangerous area). Each move will cost -1.

The human feedback of the Four Rooms domain concerns 2 scenarios.

• Helpful feedback: consider an experienced user that wants to help the agent to

navigate safer and better, such that the agent can stay away from the dangerous area

and reach the goal position with the shortest path. Therefore, human feedback can

guide the agent to improve its behavior towards the task, as shown in Fig. 5.3b.

• Misleading feedback: consider an inexperienced user who doesn’t know there is a

dangerous area but wants the agent to step into those red grids (Fig. 5.3c). In this case,

human feedback contradicts the behavior that the agent learns from an environmental

reward.

(a) Taxi domain (b) Helpful feedback (c) Misleading feedback

Figure 5.4: The snapshot of 2 scenarios on Taxi domain

Taxi Domain Taxi domain concerns a 5×5 grid (Fig. 5.4a) where a taxi needs to navigate

to a passenger, pick up the passenger, then navigate to the destination and drop off the

passenger. Each move has a reward of -1. Successful drop-off received a reward of +20, while
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improper pick-up or drop-off would receive a reward of -10. When formulating the domain

symbolically, the precondition of performing picking up a passenger is specified that the taxi

has to be located in the same place as the passenger.

The human feedback is considered in the following two scenarios.

• Helpful feedback: Considering the rush hour, the passenger can suggest a path that

would guide the taxi to detour and avoid the slow traffic, which is shown in Fig. 5.4b.

The agent should learn a more preferred route from human feedback.

• Misleading feedback: Considering that a passenger is not familiar enough with

the area and may inaccurately inform the taxi of his location before approaching the

passenger (Fig. 5.4c), which is the wrong action and will mislead the taxi. In this case,

the feedback conflicts with symbolic knowledge specified by PACMAN, and the agent

should learn to ignore such feedback.

(a) Ideal case (b) Infrequent case

(c) Inconsistent case (d) Infrequent+Inconsistent case

Figure 5.5: Four Room with helpful feedback: learning curves
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(a) Ideal case (b) Infrequent case

(c) Inconsistent case (d) Infrequent+Inconsistent case

Figure 5.6: Four Room with misleading feedback: learning curves

5.4.3 Results and Discussions

Four Rooms The results are shown in Fig. 5.5 and Fig. 5.6. Obviously, PACMAN has a

jump start and quickly converged with small variance, compared to BQL Reward Shaping,

TAMER+RL Reward Shaping, and AC with Human Feedback under four different cases. This

is because symbolic planning leads to goal-directed behavior biasing exploration. Though the

infrequent case, inconsistent case, and their combination case for both helpful feedback and

misleading feedback can lead to more uncertainties, the performance of PACMAN remains

unaffected, which means more robust than others. Meticulous readers may find that there is

a large variance in the initial stage of PACMAN, especially in Fig. 5.5, Fig. 5.6, this is due

to the reason that the symbolic planner will first generate a short plan that is reasonably
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well, then the symbolic planner will perform exploration by generating longer plans. After

doing the exploration, the symbolic planner will converge to the short plan with the optimal

solution. But the large variance at the initial phase of PACMAN can be partially alleviated

by setting the maximal number of actions in a plan to reduce plan space.

(a) Ideal case (b) Infrequent case

(c) Inconsistent case (d) Infrequent+Inconsistent case

Figure 5.7: Taxi with helpful feedback: learning curves

Taxi Domain The results are shown in Fig. 5.7 and Fig. 5.8. In the scenarios of both

helpful and misleading feedback, the curve of PACMAN has the smallest variance so that

it looks like a straight line, whereas it actually has the learning process (the zoom-in curve

shown in the figures of the ideal case). But in the case of Infrequent+Inconsistent, there is a

big chattering in the initial stage of PACMAN. That’s because the symbolic planner is trying

some longer plans to do the exploration. In the misleading feedback scenario, the learning
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(a) Ideal case (b) Infrequent case

(c) Inconsistent case (d) Infrequent+Inconsistent case

Figure 5.8: Taxi with misleading feedback: learning curves

speed of the other methods except for PACMAN is quite slow. That’s because the human

feedback will misguide the agent to perform the improper action that can result in the penalty,

and the agent needs a long time to correct its behavior via learning from the environmental

reward. But PACMAN keeps unaffected in this case due to the symbolic knowledge that a

taxi can pick up the passenger only when it moves to the passenger’s location.

5.5 Summary

In this chapter, the PACMAN framework is proposed where an agent uses its prior, high-

level, deterministic symbolic knowledge to plan for goal-directed actions and also integrates

the actor-critic algorithm of RL to fine-tune its behavior towards both environmental rewards
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and human evaluative feedback. This is a unified framework that takes into consideration of

prior knowledge, learning from environmental rewards, and human teaching together and

jointly contributes to obtaining the optimal policy.

As a result, PACMAN enables a human user to collaborate with an autonomous agent

where the human can teach the agent the preferred behaviors and reduce the effect of the

machine’s action that may result in bad outcomes (i.e., property damage, financial loss,

etc.). In addition, human guidance, both from human feedback and prior knowledge, can be

incorporated into machine agents so that it is also beneficial for machine agents to reduce

search space, solve complex tasks and improve sample efficiency.
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Chapter 6

Conclusion and Future Work

This dissertation has presented new methodologies for solving trustworthy decision-

making problems regarding robustness, interpretability, and adaptive autonomy, respectively.

The following sections summarize contributions and pose future research directions.

6.1 Summary of the Dissertation

In addressing the issues of robustness, interpretability, and adaptive autonomy in the

existing planning and RL methods, there are several contributions made in this dissertation.

I began with the robustness issue in Chapter 3 where the prior, imprecise knowledge

in planning can lead to brittleness and indicates its inherent weaknesses. The Planning–

Execution–Observation–Reinforcement-Learning (PEORL) framework is proposed where

symbolic planning and HRL improve each other. Symbolic planning is used to guide the

agent’s task execution and learning, which uses BC to represent commonsense knowledge of

actions and constraint answer set solver Clingcon to generate a symbolic plan. The learned

experience, especially the average-adjusted reward and the gain reward in the updates of

R-learning, in turn, is fed back to enrich symbolic knowledge and improve planning. Empirical

results in benchmark domains demonstrated PEORL has the ability to adapt to the domain

uncertainties and changes, which advances the planning capability of agents. In addition,

PEORL can promote the learning capability of agents by discovering new options with a

significantly larger cumulative reward.

In Chapter 4, I leveraged the task decomposition and causal reasoning to deal with

the interpretability issue in deep reinforcement learning. The Symbolic Deep Reinforcement
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Learning (SDRL) framework is proposed, which features a planner – controller – meta-

controller architecture. Specifically, (i) a planner based on prior symbolic knowledge primarily

performs sub-task scheduling; (ii) a controller uses deep reinforcement learning algorithms

to conduct sub-task learning; (iii) a meta-controller takes charge of the sub-task evaluation.

Theoretical analysis is provided to ensure the optimality of the symbolic plan after the

convergence. This is the first work that integrates symbolic planning with DRL to achieve

task-level interpretability by explicitly encoding planning knowledge and learning into human-

readable sub-tasks. In addition, the SDRL framework also presents a way to show how and

why a particular decision is made while maintaining a high-performance level.

Lastly, in Chapter 5, I showed how the framework of Planner–Actor–Critic for Human-

Machine Collaborative Decision-Making (PACMAN) could effectively shape the agent’s

behavior with human feedback while mitigating the safety concern and reducing training

samples made costly by poor performance. PACMAN features a planner-actor-critic archi-

tecture where the agent utilizes symbolic knowledge to plan for goal-directed actions and

integrates the actor-critic algorithm to fine-tune its behavior towards environmental rewards

and human feedback. This enables PACMAN to take advantage of both the experience of a

human and the computing capabilities of a machine. Experiments with human evaluative

feedback in different scenarios showed that symbolic knowledge, environmental rewards, and

human feedback could jointly contribute to the optimal policy.

Except for the above contributions, this dissertation has also demonstrated the different

ways of integrating symbolic methods with reinforcement learning for sequential decision-

making problems. For example, both PEORL in Chapter 3 and SDRL in Chapter 4 are the

hybrid approaches of combining symbolic planning with value-based RL, while PACMAN in

Chapter 5 is the integration of symbolic planning and actor-critic RL. These hybrid paradigms

exploit both the learning ability from RL and the knowledge representation and reasoning

capability from symbolic methods, which brings out the best of both worlds to solve complex

AI problems.
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6.2 Future Work

Several avenues of future research are as follows.

Trust Measurement In Chapters 3, 4, 5, three methodologies have been proposed to

solve the problems regarding robustness, interpretability, and adaptive autonomy, in order

to achieve the trustworthy decision-making. However, there lacks the measurement about

the trust. Future research could focus on designing either an empirical trust model that

can capture the judgments of trustworthiness, trust attitudes, and trusting behaviors or a

mathematical trust model that maps measurements to human trust level.

Neuro-Symbolic Reinforcement Learning for Safe Exploration Ensuring that an

agent behaves safely during exploration is a fundamental problem in reinforcement learning,

especially in a dangerous setting. As an extension of PACMAN in Chapter 5, future research

could use formal methods to offer more worst-case guarantees during exploration. For example,

a set of safe policies is built in advance. Then, during the exploration stage, the forbidden

action will be replaced with a safe policy once it is observed.

Fairness and Privacy-Preserving in Decision-Making The focus of this dissertation

is trustworthy decision-making. Except for the aforementioned issues in Chapters 3, 4, 5,

future research along this research line could study fairness and the privacy-preserving, as

the other two aspects in trustworthy decision-making.

• Fairness: The growing use of ML for automated decision-making has raised concerns

about the potential for unfairness in learning algorithms and models, such as in the

domains of policing, hiring, lending, or criminal sentencing. A potential direction is to

investigate measures that can quantitatively evaluate fairness with the total observed

disparity of decisions through different discriminatory mechanisms.
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• Privacy-Preserving: Privacy-preserving ML is critical to deploying data-driven solutions

in applications involving sensitive data, such as in the health domain. A potential

direction is to investigate distributed reinforcement learning where agents’ perceptions,

such as states, rewards, and actions, are distributed and desired to be kept private.

Application in Health Trustworthy decision-making has a wide range of applications. In

the health domain, future research could study the interpretability in the dynamic treatment

regimes. A dynamic treatment regime consists of a sequence of decision rules, one per stage

of intervention, that dictates how to individualize treatments to patients based on evolving

treatment and covariate history. In such settings, an estimated treatment regime that is

interpretable in a domain context would be of greater value than those built using ‘black-box’

estimation methods.

The other research line that future research could study is the human-in-the-loop decision

making (or adaptive autonomy), where the clinician (or patient) and the decision support

system can interact with each other. Such a setup provides clinicians/patients with an

opportunity to incorporate additional information (e.g., patient preferences, adverse drug

reactions, costs/availability of equipment) when choosing among near-equivalent actions.
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